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ABSTRACT

IMPROVING PROGRAMMING LEARNERS’ EXPERIENCE THROUGH INTERACTIVE COMPUTER TUTOR BASED MOOCS

by

Ruiqi Shen

With the large demand for technology workers all around the world, more people are learning programming. Studies show that human tutoring is the most effective way to learn for novice programmers. However, problems such as the inaccessibility to physical classes, prohibitive costs, and the lack of educators may limit students’ opportunities to learn from these resources. Additionally, because programming is a skill requiring continuous practice and immediate feedback, simply listening to lectures may not be sufficient to learn effectively. This increases the inconvenience of learners who use online learning tools such as Massive Open Online Courses (MOOCs).

In recent years, a particular type of MOOC that teaches programming in an interactive manner has become popular among programming learners, such as Codecademy and Treehouse. These systems are described as interactive computer tutors (ICTs) in this dissertation. ICTs provide an efficient solution for programming learners to practice the idea of learning-by-doing. The commercial application of ICTs has been growing rapidly in recent years and has gained a broad user base. Despite their success, there is limited research in the literature that addresses the users of ICTs. For example, who are the learners, what do they think of these ICT based MOOCs, and how can we improve their learning experience?

This dissertation examines how learners interact with ICT based MOOCs and what design features improve their experience. Four studies were conducted to answer these questions. The results from these studies indicate that learners’ level of autonomy require different needs from ICTs, which are not addressed by current
ICT designs. In addition, an autonomous feature is tested on an interactive computer
tutor that teaches programming, and the effects for different learners are examined.
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CHAPTER 1

INTRODUCTION

1.1 Background and Motivation

Programming is an ability that learners develop over time, allowing them to apply knowledge effectively and readily to solve problems [177]. Therefore, learning programming is largely a learning-by-doing effort that requires prompt feedback and many problem-solving practices [5] for learners to make progress [96].

One-on-one tutoring is one of the most effective ways to gain sufficient practice and receive prompt feedback [79]. However, the lack of computing teachers continues to be a concern of researchers and educators [80]. Moreover, many learners have limited access to in-person and personalized programming courses. Even for those who have access to courses, a large lecture-based format is not an ideal setting for teachers to pay attention to the individual needs of each of their students [10].

With the development of new technologies for communication and education, many learners are turning to new media such as massive open online courses (MOOC) to gain cheap and quick access to educational topics of interest. For learning programming specially, there is one type of MOOC that provides courses in an interactive manner which has gained it popularity in recent years.

One such popular MOOC is codecademy.com [164] (see Figure 1.1), a website that provides interactive programming courses. Learners can read the textual instruction while typing code within the same window. They can also get instant feedback for the code output and exercises. Anderson et al. [9] were among the first to introduce this kind of system to teach programming, describing a two-component system: a “problem solver” (which can interpret learners’ code and provide instant feedback) and an “advisor” (which provides guidance to learners throughout the
We use this description to define interactive computer tutors (ICTs) in this dissertation.

Despite its popularity, few studies have examined these ICT based MOOCs, especially from the learners’ perspective. We believe that it is important to understand the learners, since it points out a direction of system design that could improve learners’ experience, and furthermore, increase their engagement and potentially improve learning outcomes. Based on this observation, we set out to investigate ICT based MOOCs using the Human-Computer Interaction (HCI) approach, emphasizing the users’ (or more specifically in this case, learners’) interactions, experiences, and needs with such a system. With this initiative, we conducted four studies.

The results from our four studies suggest that programming beginners are the main users of these kinds of systems, since these systems are good at delivering basic programming concepts and providing intensive practice. Experienced learners also use these systems to learn new languages and refresh their existing skills. Beginners have lower level of autonomy—meaning that they have less control over their learning process—and therefore, they prefer a well-structured curriculum and a system that

![Figure 1.1 The interface of Codecademy.](image)
can force them to learn step-by-step. While for more experienced learners, they
tend to have higher level of autonomy, and so they prefer controlling their own
learning process by enjoying the freedom of moving about freely within a learning
environment. We also found that an autonomous feature would affect both.

The contributions of this dissertation are:

1. Among the first to explore ICT based MOOCs from the learners’ perspective;
2. Providing a unique view to classify programming learners, which is from the
   level of learn autonomy;
3. Identifying autonomous needs of different programming learners;
4. Applying different autonomous settings to improve learners’ learning experience;
5. Contributing to the field of human-computer interaction, computing education,
   and learning science that would be useful to users, researchers, and designers of
   interactive learning systems for programming education.

1.2 Research Objectives

This research has two main objectives, the first is to understand the learners of
ICT based MOOC, which includes: 1) who the learners are, 2) why they choose it
to learn, and 3) what they think of it. The second objective is to explore how to
improve learners’ experience with ICT based MOOC. The second objective was built
upon the understanding of the first one.

These research objectives are framed in the scope of programming education.
Since ICT based MOOC has been widely used for learning programming, therefore,
ICT based MOOC in this dissertation refers to an interactive MOOC that teaches
programming courses, and learner refers to programming learner.

To reach the objectives, the methods used in this dissertation include qualitative
methods such as content analysis and interviews, and quantitative method such as
questionnaire and database collection.
1.3 Dissertation Organization

This chapter provides a brief introduction and background of our work in general, in the following chapters, the detailed background, theoretical framework, studies and findings will be provided.

Chapter 2 summarizes related work, particularly about systems for learning programming from ICTs. This chapter also specifically defines how the term “ICT” will be used throughout the document, outlines the theoretical framework and practical application of interactive learning, and further discusses the state-of-the-art in ICT research.

Chapter 3 details our first study, in which a content analysis was conducted. The goal was to understand the users (mostly the learners) of Codecademy. Reviews about Codecademy on Quora (a well-known Q&A website) were extracted to be used for inductive analysis. In this study, results indicate that 1) Beginners were the main users, while experienced learners also used it to learn new languages or refresh skills, 2) it was good at delivering web development/front end courses, 3) interactive environment increased the engagement of learners and 4) learners complained that the courses are not practical. The implication for HCI research and for next study were also discussed in this chapter.

Chapter 4 explains our second study, in which 20 programming learners were interviewed about their experience with and preference between ICTs and teachers. Learners’ perceptions for both learning methods were found and discussed, including their likes and dislikes. Some patterns were also found, such as 1) experienced learners had higher autonomy than less experienced ones, and 2) learners with higher autonomy would prefer learning from autonomy supportive system, and vice versa. The implications for both ICT designers and CS educators were discussed, and the patterns we found inspired next study.
Chapter 5 presents our third study, in which CS learners’ autonomy were investigated. The theoretical framework of learner autonomy were provided, including the definition, manifestation and research in various educational context. A questionnaire was distributed to 364 CS learners, scaling their autonomy level and system preference. The results indicated that: 1) CS learners had an overall medium to high levels of learner autonomy, 2) Experienced CS learners tended to have higher learner autonomy than beginners, 3) CS learners preferred using autonomy-supportive systems to learn, and 4) learners with higher autonomy would prefer autonomy-supportive system more than those with lower autonomy.

Chapter 6 describes our fourth study, in which an autonomous feature was added in an ICT based debugging game. The effect of this feature on learners with different levels of autonomy was examined. We found that: 1) learners with higher autonomy used the autonomous feature more, and 2) learners with lower autonomy completed more levels.

Chapter 7 concludes the whole work, discusses the contribution, and proposes future direction for this research.

The diagram shown in Figure (1.2) depicts the connection among each study, and the connection between the studies and the overarching goal.
Figure 1.2 The connection between studies and the overarching goal.

- Understanding ICTs from learners’ perspective
  - Study 1: Identified different learners
  - Study 2: Identified the autonomous needs of different learners
  - Study 3: Inspected the system preference for different learners
  - Study 4: Investigated how does autonomy supportive feature would affect different learners

Improve learners’ experience with ICTs
CHAPTER 2
LEARNING FROM INTERACTIVE COMPUTER TUTORS

2.1 Introduction
This chapter will first discuss interactive learning theory and practice, and then define the most important term in this dissertation, the *interactive computer tutor* (ICT). Related work of the application of ICT in programming education will be discussed to highlight the state-of-the-art in the field, while also revealing the knowledge gap in current research.

2.2 Interactive Learning System in Theory
In the view of constructivism, learners construct knowledge by building on what they already know [174] (i.e., learning-by-doing). Therefore, educators ascribing to this learning theory encourage and provide their students with experiences that help them build on their current knowledge of the world [59]. From this point of view, learning is not a one-way flow of information from teacher to students, but rather an interactive process. Learning interactively is fundamental and important for knowledge acquisition and skill development [18]. Therefore, increasing meaningful interaction in pedagogy and improving its quality have long been goals for researchers and educational system designers [6, 8, 82, 170]. To enhance the interactive learning practice, Woo & Reeves [70] recommended re-conceptualizing web-based interactive learning based on social constructivism learning theory. In their view, the use of authentic activities in interactive learning systems [85] is considered meaningful interactions [185].

From a more practical point of view, interactive learning system has been applied in different educational contexts and in various formats, and the use of it
in formal education has been shown to have positive effects on learning gains and students’ motivation. Stillson & Alsup [167] used an online, interactive learning system called ALEKS to teach basic Algebra to students, and they found that students’ understanding of algebra was enhanced by using this system. Similarly, Wade-Stein & Kintsch [179] applied interactive computer support for writing, which resulted in improved student engagement and learning outcomes. Another interactive system, STAR, used voice recognition technology to help children learn word pronunciation. This system improved their speech skills and motivation to learn [152]. Lee et al. [112] used an interactive e-learning system using pattern recognition and augmented reality, finding that the system was helpful in engaging elementary students to learn school curricula.

To summarize, many studies have used interactive learning system to teach entry level courses and basic skills, and demonstrated that using it could improve learner’s engagement. However, there are limited views on the application of interactive learning system in more advanced learning scenarios.

2.3 Define Interactive Computer Tutor

According to Anderson’s ACT-R theory [8], the acquisition of cognitive skills points out a direction for instruction method, in which students are presented with both declarative instruction and a series of guided practices [9, 8, 11]. This theory is the foundation for several instructional design practices, including programming education. An application of it is called Cognitive Tutor, which Anderson et al. used to build an interactive computer tutor that teaches LISP programming language to students [9, 8]. In their work, they described the tutor, which is called GRAPE (Goal Restricted Production Systems), a two-component system: a “problem solver” (which can interpret learners’ code and provide instant feedback) and an “advisor” (which provides guidance to learners throughout the learning process). In addition, this
system contains both tutorials and coding environment in one window, and the system interacts with students by providing guidance, hints, queries and feedback [9, 60]. Based on their description, this dissertation adopts their approach and defines interactive computer tutor as a system that provides both declarative knowledge and problem-solving practices, and that guides through the learning process by interacting with students.

Any system that corresponds this description will be included in the scope of ICT defined in this thesis. A typical example is Codecademy (see Figure 1.1).

To further define the scope of ICT for programming education, here is a list of features that are considered should not be included in the scope. 1) a system that only provides tutorials, either in the form of text or video, but does not have any interactions with learners; 2) a system that has interactive activities, but does not provide a code editor; 3) a system that has tutorials, interactive activities, and code editors, but does not provide interactive guidance during the problem solving process, e.g., no feedback or instruction when learners are doing the coding practices.

2.4 Interactive Computer Tutors in Programming Education

Programming is the ability that learners develop to apply knowledge effectively and readily to solve problems using computer code [177]. Therefore, learning programming is largely a learning-by-doing effort that requires many problem-solving practices [5], and immediate feedback is important for learners to make progress [96].

Researchers have been studying how interactivity can be increasingly better integrated with the idea of learning-by-doing and how well these methods can promote programming education. One research direction is about blending ICTs into traditional classrooms. Learning programming fundamentals has been documented to be a difficult task for students [25], mainly because of poor teaching methodologies, low interaction levels with students, and lack of students’ interest [17, 46]. A number
of studies have investigated the effect of introducing ICTs into traditional classes to teach basic concepts with the goal of increasing student motivation. For example, Law et al. [103] implemented an interactive learning system—Programming Assignment aSsessment System (PASS)—which provided supportive features to students learning programming. They found interactive factors such as ‘clear direction’ and ‘reward and recognition’ can enhance learning motivation and self-efficacy. Brusilovsky et al. [30] applied ICT in formal classroom settings to teach SQL programming, showing that complementing teachers’ lessons with ICT helps to increase learners’ motivation. Biju [25] used Alice, an open source ICT to teach fundamentals in an introductory programming courses. The results indicated that students gained higher success rate in understanding programming concepts, and their motivation to complete assignments improved.

As for novices and children who first learn programming, Lee et al. [108] designed an interactive debugging game using ICT features that was found to effectively engage a wide range of users in learning introductory programming concepts. Similarly, Nersesian et al. [135] created an interactive AR system called CSpresso to teach middle school students how to count in binary, and found that students using the system were highly engaged, and performed as well on a post-exam as those who were taught the same concepts by a teacher.

While the aforementioned studies investigated systems focusing on learning outcomes, there are some studies that examine how students perceive ICTs. For example, Karnalim & Ayub [91] applied Python Tutor [78], a web-based interactive system that teaches python interactively by visualizing the program execution process, on programming laboratory session and collected the students’ perspectives. They found that the positive comments towards the system outweighed the negative ones. One noteworthy point is that the students appreciated the system’s help in finding errors for them. Similarly, Sharp [159] used Codecademy’s interactive lessons as
an instructional supplement in a Python programming course, and also found that positive comments about the system greatly outweighed the negatives. From the students’ perspective, while they enjoyed the interactive nature of the system, they had critiques about limited use of their creativity due to the nature of the system’s predefined solutions.

To summarize, although a number of studies have shown that ICTs can increase programming learners’ motivation and engagement, there are only a handful of studies that probed learners’ perceptions of ICTs. A holistic picture is needed to understand learners’ experiences and needs for using ICTs when learning programming to continue improving on current implementations.

2.5 Interactive Computer Tutor based MOOCs

A successful application of ICTs for programming is within ICT based MOOCs (or Massive Open Online Course), such as Codecadmy [164]. This kind of ICT has a broad user base [32], not only because they provide various programming courses [164], but also due to the (usually positive) experience provided by the integrated interactive learning environment. In these systems, the tutorial/instructions and coding panes are displayed in one application window or webpage. Learners type into the coding pane while following the tutorial, and receive feedback from the system immediately [148]. Using Codecademy as an example to illustrate the interactivity (see Figure 1.1), the interface resembles the interactive tutor described in this chapter, and proposed by Anderson et al. [9].

Recently, Kim & Ko [97] provide a general report for ICT based MOOCs, investigating 30 popular online coding sites, and found that these systems could be improved by personalized support, and more precise and contextualized feedback. One such interactive educational system is Khan Academy [158]. It applies the same kind of code editor as Codecademy does, but adds gamification elements to motivate
programming novices [176]. However, meaningful gamification in education should help learners build up engagement for long term change [136]. In learning systems such as Khan Academy, simply using a reward system may increase learners’ extrinsic motivation for the short term, but may reduce their intrinsic motivation for the long term [130, 136]. This was demonstrated by Morrison & DiSalvo [130], who found that some of the gamification elements in Khan Academy were not meaningful to users. Because this study exclusively focused on novices, it raises the opportunity to learn more about non-novices, their motivations to learn, and their views about different interaction elements within these ICT based MOOCs.

Another application of ICT based MOOC is SoloLearn, a tool that learners can use in their web browser or mobile phone to learn programming. Deshmukh & Raisinghani [54] combined this application with the use of the Application Based Collaborative approach (working on a collaborative project) to teach students programming. This approach assumes that the interactive learning system can teach learners basic concepts, while the collaborative project can keep experienced learners engaged. The study found that this combination of approaches positively affected learners’ motivation. However, since this approach used collaborative projects to engage experienced learners, it is unclear whether ICT based MOOCs could also attract and engage experienced learners. We plan to explore this, examining how we can improve systems to serve both beginners and experienced learners based on their unique needs.

In this section, we looked at several ICT based MOOCs that are commercially available online. Although we ground our study on the users of these systems, we do not base our work on a single system. Instead, we started the work by first exploring ICTs in theory and in academic practice, we found out that although these studies have proposed several designs and pedagogy to engage learners and improve learning outcome, there lacks the learners’ view about ICTs. Especially
when we look at the commercial application as next step, which is the ICT based MOOC, it has a broad learner base, however, little work has been done to study these learners. Understanding the learners is important, since it points out a direction of system design that would improve learners’ experience, and furthermore, increase engagement.

The contribution of this study is beyond an analysis of a specific application or tool, but a broader perspective from the learners’ point of view to improve their experience with ICT based MOOCs in general.

2.6 Summary

This chapter discussed the theoretical framework and practical application of interactive learning, and investigated the current state of ICTs in the context of programming education. While much work has been done to increase motivation and engagement for beginners through interactive learning, there does not appear to be much research done examining more advanced learners. In addition, the current literature focuses on the positive aspects and resulting outcomes of using ICTs for students, but do not explore ICTs from the perspective of the learners themselves. This key aspect—how learners perceive ICTs—is the gap in knowledge that this dissertation seeks to address.
CHAPTER 3

EXPLORING LEARNERS’ VIEWS ON ICT BASED MOOCS

3.1 Introduction

The demand for technology workers continues to rise around the world. Nowadays, many people are becoming self-taught programmers, learning how to code on their own using books and online resources. Even for those who take a more formal route of learning computer science (CS) in school, learning programming outside of the classroom is common. Recently, Stackoverflow, an online community for programmers, surveyed its users and found that 37.6 percent of respondents did not have a computer science degree, but 85.5 percent of them learned a new programming language, framework, or tool without taking a formal course [165]. Prior work by Scaffidi [155] estimates that for every one trained professional programmer in the US, there were four non-professionals without any formal training, programming in their everyday jobs. Supporting these large numbers of self-taught programmers is the increasing availability of Massive Open Online Courses (MOOCs) [143]. As an alternative to physical, in-person courses to learn programming, MOOCs provide a cheaper (often free) and more accessible means to learn programming, while serving a large scale of learners [171].

As discussed in Chapter 2, Codecademy is one of the most commonly used ICT based MOOCs. Although some studies have investigated the effect of integrating Codecademy into traditional classes [61, 110, 139, 159], we lack the input and perspective from the larger population of self-taught programmers who choose to learn from ICTs. Despite their enormous number of users, we do not clearly understand what programming learners think about these ICT based MOOCs—such as Codecademy—they are using. Who are the users? Why do they choose
Codecademy and what do they think about it? Answering these questions will help us understand the importance of ICTs as a programming instructor will allow us to rethink and improve on the design features that will improve the learning experience.

Since we are among the first to probe self-taught learners’ views about learning coding through Codecademy, we decided to adopt a grounded theory approach to our analysis [168]. By reviewing 218 Codecademy related answers from Quora, we extracted 3 themes and 14 codes that answer three questions: 1) who are Codecademy users?; 2) why do they choose Codecademy to learn coding?; and 3) do they have any issues using it? We found that 1) it is mainly designed for beginners learning a new language, 2) it is good at delivering programming skills that can be visualized, such as web development skills, 3) interactive environment increases the learners’ engagement and 4) the biggest complaint is that the courses are not practical. The findings suggest that ICTs can be an effective tool to teach programming from beginning, especially when there is a shortage in CS educators [80]. Our contributions are: 1) the first to study the users of ICT based MOOC; 2) pointing out a direction for researchers to study how users interact with ICTs; 3) proposing design features that can improve learning experience with ICTs.

3.2 Background

The rapid growth of Codecademy raises the interest of researchers and educators. There are several studies that investigated the application of Codecademy in programming education. Lee & Ko [110] compared the learning gains for novice programmers with Codecademy and an online coding game called Gidget [109], they found that both learning tools can teach novice programmers effectively. Figueroa & Amoloza [61] studied how interactive platforms can help non-computer science learners reduce programming anxiety. They found that using a system such as Codecademy can lead to “a significant decrease in learning anxiety and an increase in
perceived learning”. A more recent study introduced Codecademy as an instructional supplement in an introductory Python programming course. From an educator’s view, the result was positive, indicating that ICTs can be a useful supplemental tool for formal classroom instruction [159]. Although they pointed out the negatives of using Codecademy interactive lessons, such as limited opportunity for creativity and critical thinking, this study lacks the views from the students. Olsson & Mozelius [139] explored the design of online learning environment from the learners’ perspective. In their case study, they utilized Codecademy to teach a group of self-learners, and found that the learners’ overall experience with Codecademy was positive, and that the immediate feedback the site provided was brought up by the users as a particularly useful feature. However, despite the study’s focus on the learners’ perspective when using ICT based MOOCs, there is still a gap in knowledge about how general learners perceive these systems and why they choose them to learn programming.

3.3 Methodology

Since there is limited research examining learners’ perspectives of ICTs, we adopted a grounded theory methodology to explore this space [168]. For the study described in this chapter, we followed the most recent grounded theory framework suggested by Tie et al. [41], which includes six steps: purposive sampling [7], generating/collecting data, initial coding, intermediate coding, advanced coding, and the grounded theory.

We collected data from Quora (www.quora.com), a popular question-and-answer website where users post questions and others respond, either factually or in the form of opinions [141]. We chose to use Quora as our data source because: 1) it has over 50,000 users subscribed to the topic “Codecademy”, which represented a large number of Codecademy users around the world; 2) the respondents of most Codecademy-related questions have their real names and background information
displayed, and 3) responses are typically high-quality and authoritative, building on a reputation system among users [144, 181].

The data collection and analysis was conducted at the same time, implementing the following steps: 1) searched for the keyword “Codecademy” on Quora’s homepage, the website returned the results ranked by popularity, 2) starting from the most popular question, looked at each retrieved question, decided whether it is relevant to our research, 3) once considered relevant, we went to the question page to review the answers, 4) we extracted relevant answers to our data analysis tool called MAXQDA, 5) codes were assigned to snippets of the text using the inductive analysis approach [43] (a research method that allows findings to emerge from the themes inherent in raw text data [173]). These steps were completed iteratively until we reached the data saturation [154], meaning that there were no more new codes emerging. The data saturation was reached at around 140 answers (57 questions). To ensure reliability, we continued to retrieve and analyze 68 more answers. One researcher did the initial data collection and analysis, and another researcher verified the data and codes. Our relevance criteria required a question to be learner-focused (e.g. “Is Codecademy an effective way to learn how to program”) rather than company/application focused (e.g. “How will Codecademy monetize?”). Another selection criterion was for the answer to be informational enough to extract codes. For example, a response such as “Codecademy is good” would not be selected, because words such as “good” and “bad” is too general and does not point to a specific feature or audience. In contrast, a statement such as “Codecademy is good for beginners.” would be selected because it gives a specific reason to why Codecademy was regarded as good.
3.4 Findings

In total, we analyzed 62 questions and 218 answers (from unique individuals). Through inductive analysis, we consolidated this data down to 3 themes and 14 codes. Between two researchers, we reached an intercoder reliability of 0.89 and intercoder agreement of 0.93 [33]. In the following subsections, we describe our results using representative excerpts from our Quora questions and answers about Codecademy. Although we had access to the Quora users’ real names and additional background information through their online profiles, we intentionally refer to them as S1-S218 throughout this chapter to give them a degree of anonymity.

3.4.1 Who are the users?

We identified three types of users of Codecademy: 1) self-taught learners, which include beginners (101/218) and intermediate learners (19/218), 2) teachers who use it as a supplementary tool to teach students (3/218), and 3) companies who use it to train staff (1/218).

Beginners We found that most users think of Codecademy as an ideal starting point to learn programming. Even experienced learners who expressed major criticisms about Codecademy tended to admit that it does a good job in teaching programming to beginners. P1, a web developer for many years, wrote: “I do recommend the [Codecademy] tutorials for complete beginners. Though a few things may be misleading, the tutorials provide the best information (I have come across) for complete beginners to learn from. As you advance, you’ll inevitably find other sources more useful. But initially they provide a pretty good foundation for web development newbies.” Another example is P2, a programming beginner when he started to use Codecademy 5 years prior, who stated: “As an English teacher who had no technical background at all, I really enjoyed learning and writing code on that website. It was this website that helped me step into the world of code.”
**Experienced learners**  We also found that some experienced learners (learners who have prior experience in learning programming) use Codecademy as a tool to refresh their knowledge or learn the basics of a new language. For example, P3 wrote: “*Codeacademy tends to work well for experienced programmers who want to brush up on some syntax or want to learn a new language.*” Although this review seems more an opinion than an experience, we have P4, who is programming since 1985, shared his personal experience. He said: “*From the personal perspective, every now and then I go to those sites when I’m curious about a language I don’t know. [...] I find sometimes that’s the fastest way to learn a new skill. It doesn’t matter how long you’ve been programming, you will always be a newbie at something.*”

**Others**  As we mentioned above, besides self-taught learners, there are other users who use Codecademy as a training tool, such as teachers and companies. Although limited comments are found, we think it is noteworthy to mention because it suggests a broader usage of ICTs. For example, P5 seems to be a middle or high school teacher, he used Codecademy to arouse coding interests of his students. He commented: “*Codecademy feels more like an interactive game that you experiment with and, in general, tends to more lightly scratch the surface of general concepts/languages. For us, at our school, we used Codecademy in our intro course to get kids’ feet wet with the whole process of programming.*” On the other hand, companies will use it to train their staff. P6 thought that Codecademy is good for beginners that have some coding experience. Tools like it can be effective for training teams. He shared his friend’s experience: “*he really enjoyed them and found them pretty effective for introducing their team to the BASICS of new technologies that the team is not already familiar with.*”
3.4.2 Why do they use it to learn?

Learners find it helpful because it delivers basic content in a structured way, which makes learners pick up skills quickly and easily (93/218). And people thought it was engaging and one potential reason can be that the website provides interactive learning environment (35/218). We also encountered many discussions about learning a specific language or skill from it, such as web development skills (61/218) and Python (17/218).

Learning basic content in a structured way  In addition to providing basic content, providing it in a structured way is the key. As for beginners, it is often difficult to determine the direction of learning and the essential parts of the material, so it is the educators’ job to carefully point out the direction and select the relevant information [35]. Codecademy does a good job from this point of view, compared with searching for scattered information online. P7 compared it with Youtube videos and commented that: “A word of caution to youtube videos: I found 2–3 videos pretty useful/interesting but the rest were extremely hard, and for beginners it seemed too much, as you have to grasp the concept/theory first then code.” Another way to understand “structure” is that it builds up the knowledge incrementally. For example, P8 said: “I found it had a larger repertoire of topics I could learn from. I also found it to be slightly more structured in terms of progressing from lesson to lesson, and Codecademy had some repetition and slight jumps in difficulty level between some exercises.”

Learning quickly and easily  While learning structurally may be a demand only for beginners, learning basic content quickly and easily is a need for both beginners and experienced learners. Codecademy breaks down the materials into small pieces followed with exercises, which are easy to digest and follow. P9’s words can better describe this: “Codecademy (at least for me) was much easier for me to learn the
basics from because it has a very easy workflow and is kind of dummy proof to follow along with.” Another example is from P10: “But the Codecademy definitely works very well for beginners. The course, say, JavaScript one, is well designed in terms of the difficulty, how easy for a beginner to learn and apply, and the little test project also summarizes well each chapter’s major points.” As for experienced learners, since they already know the theories of programming, when they learn a new language, they just need to pick up the basic syntax quickly. Codecademy provides a good environment for them. P11 was an experienced learner from his description. Although he had critiques about Codecademy, he often used it to learn new languages. He said: “I use Codecademy A LOT. The last time I used it was for PHP. I needed to work on a wordpress site ASAP, and I’d never used PHP before. I sat down and finished the course in about an hour and a half. This made it much easier for me to jump right in and read the code I was working on.”

Interactive environment increases engagement Many users mentioned that using Codecademy makes them engage more. Structured and easy-to-follow tutorial is one reason, for example, “Codecademy is one of the best places to spur your interest in computer programming by giving you nice and simple exercises to get a hang of the syntax.” said by P12. Interactive learning environment is another. “Interactivity makes the entire learning process quite engaging and, for many people, less boring than just copying code from a book/tutorial. It can also provide great help in ‘breaking the wall’ that generally scares people who are approaching programming.” said by P13. The gamified feature of interactivity is a possible reason for the fun. Just as P14 commented: “The tutorials are made in a way that is interactive, conversational and has some gaming elements that keep you moving forward. You will appreciate the idea that they are really trying to help people who wants to learn to code but too afraid to take first step to do it.” Another angle to interpret the “engagement” is that the
interactivity act as an external motivation for learners who are otherwise not learning by doing. We can get this point of view from P15: “The best part about Codecademy, which makes it superior to other types of learning, is the interactive way in which they teach code. You are forced to write the code as you go along the lessons rather than sitting on your couch and passively reading a fat, old book.”

Learning a specific language It is interesting to find many discussions about the application of using Codecademy to learn web development skills, such as HTML, CSS, PHP, and JavaScript. Most users who learned these skills from it gave good comments. With its interactive feature, Codecademy does a good job in delivering web development courses. One possible reason is that these skills are tangible, meaning that learners can see the results of their code by viewing the website they create through the interactive window. Instant feedback is received by learners because the system visualizes the results for them. P16 articulate this point of view in his comment: “For early-stage learning, I preferred Codecademy for the following reasons: 1) Really quick feedback loops - I knew whether I was coding right/wrong almost immediately because the coding and preview screen were built in. 2) And I thought they should have started with HTML5 and CSS as the first part on ‘Intro to Programming’ as it’s more tangible.”

3.4.3 Complaints about Codecademy

While we found good feedback of Codecademy among learners, complaints followed. The codes we extracted are: not practical (49/218), not comprehensive (27/218), and rigid system (15/218).

Not practical When we collected the data by first reviewing the questions, we found that there are some learners who got confused after they finished Codecademy courses, because they did not know how to apply their skills to real work. These
questions bring out discussions that Codecademy courses are not practical. Many users complained that these courses are too basic to be applicable. However, as a website intended for all levels of learner, it is nothing wrong to provide basics as easy as possible. But programming learners need real projects to polish their skills, that is what they found missing in Codecademy. Just as P17 commented: “It [Codecademy] is a good place to learn basic syntax. But, if you really want to be a good programmer, you need to solve real world programming problems and gain through that experience. The best way to do that is to either work on your own project, or contribute in an open source project.” Similar to P17, P18 said: “Codecademy is a great place to begin Python, but you’ll need to progress to projects in order to develop real skills.” Besides the lacking of real projects, not teaching problem solving is another reason for not practical. P19 thought that it emphasized too much on syntax, so that the part to think of problem solving is missing. He commented: “I thought the UI was great and the instructions very clear. However, I felt there was too much emphasis on syntax and mechanics and not quite enough focus on learning how to think through problems. After a while it begins to feel more like wrote memorization than learning how to get stuff done with code.” And in P20’s opinion, “too helpful” can sometimes be a hurdle to learn: “It [Codecademy] is, in my opinion, too helpful, so people don’t learn how to debug/answer their own questions, which is a critical skill to be a good professional.”

Not comprehensive Not comprehensive can be interpreted from two kinds of expectations. Some learners expect it to be a one-stop shop to learn both the basic the advanced topics, but they often find there is missing the advanced parts. For example, P21 commented: “I will not recommend you to learn java from this site because I already completed 2 to 3 course on it and after completion I found that the tutorial are to basic.” Even for learners who only expect to learn the basics, they often find it not comprehensive with the basic stuff. This expectation is addressed by
learners such as P22, he commented: “However, Codecademy can sometimes ignore very important details in various programming languages, which can be a huge issue depending on how often / how vital it is to the language.”

**Rigid system** Codecademy offers structured tutorials where learners have to follow the path strictly. While some learners find it helpful as we mentioned above, other learners think it is as a rather rigid feature. They have complaints that some contents are repetitive, so they get boring after a while. P23 had a comment for this: “While i think that Codecademy is fun to ‘play with’, after a while it becomes pretty repetitive and you won’t learn anything new.” The learning system is also rigid and makes people “too relax”, according to P24. We can tell from his answer: “In my opinion it is too boring and relaxed. Just repeating language constructs after a template won’t help you learn a language or technology since you will forget everything you’ve learned that way in a week.” In the interactive learning environment, although learners can benefit from the instant feedback, the rigid format can sometimes make it hard to proceed. Learners have to type in the code exactly as the system requires to get the right answer. P25 complained about it: “I didn’t like its strict and rigid expectations of the answers. For example if it asks your to write print ‘Hello World’ and you wrote print ‘Hello world’ it will give you an error without telling you what it is.”

### 3.5 Discussion

To summarize our findings, we found that: 1) the main users of Codecademy are beginners and experienced learners who want to learn a new language, 2) it is good at delivering courses that can be visualized, such as web development/front end courses, 3) interactive environment increases the engagement of learners and 4) learners have criticism that the courses are not practical. These results have implication for both ICT designers and researchers.
From the learners perspective, while most of the users are beginners, we cannot ignore the fact that experienced learners also represent a certain user type. As we mentioned above, beginners often lack the ability to select the learning materials and decide the direction. They need educators to hold their hand and guide them through [101]. However, experienced learners have higher autonomy as regard to self-learning. This brings up a question that beginners and experienced learners have different preference for ICT based MOOC designs. While beginners may enjoy the system forcing them to learn step by step, experienced learners may prefer more freedom to pick up whatever they want to learn quickly. Further experiments can be done to explore what specific design features will serve different types of learners.

According to Moser [131], learning programming is difficult because it is too abstract to relate to everyday life. This probably explains why many ICT based MOOCs start with web development courses [50, 89], because they let learners visualize their codes by displaying the web page they create through the learning window. The interactivity even make the process faster and easier. With the demand for learning more languages increases, Codecademy now provides more courses that cover almost all the mainstream programming languages. Although we know its success in teaching web development skills, there should be further research to study the application of it on other programming languages. Especially to understand how interactivity, as a main feature of ICTs, acts its role in delivering these courses. Another noteworthy point for interactivity is that, although we found that interactive environment increases the engagement, the reasons are hidden from us. We need more in-depth analysis to understand, from learner’s view, why and how interactivity can motivate them.

As for the complaints, we can see the efforts that Codecademy made to minimize the learning barriers. The easy learning process is indeed attractive to learners. However, it brings out the concerns for practicability. Teaching problem solving is
as important as teaching syntax. Not only curriculum design can adjust the weight of problem solving, but also the exercises can be designed towards it. For example, debugging is common problem solving process for learning programming [40], using the advantage of interactive learning, designers can add more debugging exercises that practice learner’s problem solving skills.

3.6 Limitations

As a qualitative study, our goal was to discover patterns within a population, and therefore no attempt was made to assign frequencies to words in the text data. Thus, our study does have limitations [138] from this point of view, but we propose future work that can reduce the effects of limitation.

First, there are ambiguities inherent in human language. Especially when the data is a one-time post, there is no way to request reviewers to explain their responses in the same context when they posted their answers. It is also a limitation that we cannot ask follow-up questions behind one sentence judgement. However, synchronized communication, such as interviews or focus groups can solve this problem. With the patterns identified, we can have a clear outline for interview protocols to conduct semi-structured interviews.

Second, the time span for the data gathered was 2011-2019. With the ever-changing nature of ICT based MOOCs (e.g., functionality, content, and usability), early answers may not be representative in current context. In addition, the sample number is limited compared with the larger user population of ICTs. To generalize the findings to the population and get more up-to-date information, quantitative method such as large-scale questionnaires may be used for followup studies. The results of this study can serve as a good outline for the questionnaire design.

Finally, there might exist participant bias, because the answers we collected were from those who were active enough within an online community to answer questions
on Quora. We may be missing the opinions from silent learners who are not active on this online platform. However, this bias is common in research that involves human subjects. Subjects who opt-in the research are those who tend to express their opinions and interests more actively. To mitigate the participant bias, we will use the patterns we identified to reach more general learner population, e.g., using questionnaires.

3.7 Summary

In this chapter, we used grounded theory to study the learners of Interactive Computer Tutor based MOOC. Using Codecademy as an example, we collected and analyzed relevant questions and answers from Quora iteratively. We collected 218 reviews in total, and extracted 3 themes and 14 codes from them. By interpreting these codes, we summarize our findings as: 1) Beginners are the main users, while experienced learners also use it to learn new languages or refresh skills, 2) it is good at delivering web development/front end courses, 3) interactive environment increase the engagement of learners and 4) learners complain that the courses are not practical. These findings indicate the importance of interactive computer tutor as a programming instructor that teaches programming from scratch, and imply design features that can improve the learning experience for learners with different needs.
CHAPTER 4

INTERACTIVE COMPUTER TUTORS OR HUMAN TEACHERS?

4.1 Introduction

Learning to program is considered a difficult process and requires continuous practice much like learning natural languages. But unlike natural languages that can be used in different situations of everyday life, learners typically program within the constraints of a computer screen [131]. The difficult nature of programming may increase the dropout rate in both classrooms [137, 188], and massive open online courses (MOOC) [140]. In addition, the quality of programming teachers and MOOCs can also serve as a factor affecting dropout rates.

Learning from either teachers or computer tutors may have obvious advantages and disadvantages. Individual tutoring is an ideal strategy for teaching and learning programming—human tutoring is one of the most effective ways to overcome programming obstacles [79], but the lack of computer teachers continues to be a concern of researchers and educators [80]. Many learners have limited access to in-person and personalized programming courses. Even for those who have access to courses, a large lecture-based format is not an ideal setting for teachers to pay attention to the individual needs of each of their students [10]. More recently, MOOCs become popular alternative or supplement for traditional classroom lectures, as they are often cheaper, more accessible, and can support more students simultaneously than traditional classrooms [171]. However, the limited amount of interaction with teachers and limited extrinsic motivators are major constraints and future development opportunities for MOOCs.

In this work, we only focus on MOOCs that offer instructions through virtual agents or interactive computer tutors (rather than those that primarily provide
instructions through text or video), such as Codecademy, Datacamp, and Treehouse. We choose to focus on ICT-enabled MOOCs instead of other types of MOOCs because the literature suggests that the former type of environments can provide effective programming instruction [48, 103] and are gaining more popularity with learners [130, 133]. Although learning programming from either ICTs or teachers have shown positive learning outcomes for learners, few studies explicitly examine learners’ perceptions of the experience of using and comparing the two approaches. Exploring these ideas can surface important features to better design and highlight the effective techniques that learners seek when learning to program.

This work describes a qualitative, exploratory study examining learning experiences from the perspective of learners and compares their views on learning from an ICT and from a teacher in a classroom. Although we compare the pros and cons of ICTs and teachers, our goal is not to suggest one is better than the other. Instead, we aim to find ways to improve all learners’ educational experience by exploring the best practices, qualities, and techniques used by teachers to apply to and improve ICTs, and vice-versa.

4.2 Background

4.2.1 Learning from interactive computer tutors

Mastering programming skills requires extensive practice and making mistakes [5]. Many MOOC websites, such as Codecademy and Khan Academy, integrate tutorials with extensive exercises using code editors with feedback systems [148]. Empirical studies show that students who learn programming interactively through well-designed computer systems can achieve good learning outcomes and higher self-efficacy [60, 103].

However, what are the good features of an ICT based MOOC for delivering educational programming content? According to Woolf & McDonald [186], an
effective tutor must deal with the fundamental problem of communication, therefore, they suggested a computer tutor to adapt a system’s response to the student’s level of knowledge. Early research by Reiser et al. [149] developed an intelligent tutor that teaches LISP programming. The main goal of this tutor, called GREATERP, was to structure students’ problem-solving episodes and provide feedback and guidance adaptively. This tutor was demonstrated to be more effective than traditional classroom instruction. More recent work by Staubitz et al. [166] proposed five requirements for an ICT to deliver programming courses: Versatility (support multiple programming languages), Novice-Friendliness (UI catered for beginners), Scalability (support for many users), Security (secure students’ submissions/assessments), and Interoperability (integrate into existing infrastructures). Pritchard & Vasiga [148] summarized that built-in coding environments are beneficial for students’ continuity in learning-by-doing. While most educators will agree that a mentor is essential in the initial learning process for beginners, Liyanagunawardena et al. [115] showed that in an online course, the learners’ community itself can act as a mentor and could possibly mitigate the issue of not having enough teachers for students. Users can also identify the benefits of features such as deliberate instructional design (designed instructions), learning analysis (self-reflecting information), and instant feedback [191].

One problem associated with ICT is that learners would “game the system”. Baker defined gaming the system as “attempting to succeed in an educational environment by exploiting properties of the system rather than by learning the material and trying to use that knowledge to answer correctly” [16]. Some research has found “gaming the system” to be associated with poorer learning in ICTs [15, 180]. Therefore, Baker et al. [14] investigated the reasons that learners game the system, and according to the findings, they gave suggestions on ICT design, which include: 1) balancing the problem difficulties, 2) balancing the problem length, and 3) giving learners freedom to skip problems.
In this section, we discussed the good design features of ICT and the problem associated with it. Our study expands on these works, aiming to explore from learner’ perspectives on whether these commercial systems (such as Codecademy and DataCamp), which can also be called ICT based MOOC, have the deign features mentioned above, and whether do they have the mechanism to alleviate the problem.

4.2.2 Learning from teachers

Unlike ICTs which have a relatively short history in education, human teachers have been a part of education for centuries. Studies have shown the effectiveness of human teachers [26, 83, 125]. A teacher can guide students and can effectively time how much thinking a student should do before providing hints or answers directly [65]. This is especially important for novices, who can benefit more from interactions with teachers [132]. Teachers can also intervene at the right time to prevent students from becoming too frustrated [125], which is especially important in the early stage of learning, when learners have a higher likelihood of quitting [188]. Robins et al. [150] concluded that an effective programming class should raise students’ interest and participation by setting clear goals and actively involving participants in course materials and problem-solving activities. However, questions remain about what specific teaching methods contribute to an effective programming class. Pears et al.’s [145] overview of programming classes found little systematic evidence to support any particular teaching approach that answers this question. Tan et al. [169] conducted a survey to gain insight from the learners’ perspective and discovered that programming learners found the practical application of programming to be the most difficult, and therefore considered lab sessions with consultation more helpful than lectures. However, questions such as what kind of lab sessions they like and whether they could get sufficient consultation opportunities remain largely unknown to us.
4.2.3 Comparing/Combining interactive computer tutors and human teachers

Means et al. [123] conducted an extensive literature review comparing online learning and face-to-face learning. They found that on average, students in online learning situations (including teachers teaching in an online setting) outperformed those in face-to-face situations. Merrill et al. [125] were the first to give a comprehensive comparison between the effectiveness of human tutors and computer tutors, focusing primarily on feedback. They found that feedback from both human tutors and computer tutors help students detect and fix errors and overcome obstacles. However, human tutors outperformed computer tutors in communicating the diagnosis of the errors to students, and therefore, the highly interactive nature of tutor-student communication led to better motivational benefits compared to computer-student communication. Human tutors also outperformed in encouraging students to spend more effort to solve problems. Another major difference of feedback is that human tutors can strategically moderate their intervention while most of the computer systems cannot. As a conclusion, they suggested that computer tutors could be improved by capturing the features of a human tutor in a model-tracing way, and they further encouraged more empirical research on the differences in motivational outcomes of feedback from both computer and human tutors.

For teaching programming specifically, Warren et al. [182] compared the feedback from both computer tutors and teachers in a classroom setting. They observed that though computers could give instant feedback on whether students were correct or not, they could not accurately describe where and why answers were wrong. Furthermore, computers are unable to suggest different types of coding styles the way a teacher could. Conversely, it may be difficult for teachers to give individual feedback in a timely fashion, especially when they have a large number of students with complex assignments.
Since both computers and teachers exhibit positive and negative qualities, researchers are trying to blend the two methods and prove its validity. Heffernan & Koedinger [84] proposed a computer tutor built based on observation of experienced human tutors. This intelligent tutor, called Ms. Lindquist, could not only model trace students’ actions, but could also do more human-like activities such as hold conversations and provide explanations on request. Deperlioglu & Kose [52] found that a combination of computer learning and face-to-face learning achieved more effective and efficient educational experience than traditional face-to-face classes in terms of delivering programming education. Beyyouth et al.’s [24] work also indicated that a combination of intelligent tutoring system and human tutors increased learners’ motivation.

4.2.4 Learning from the learners’ perspective

Based on our literature review, we found a gap in knowledge examining learners’ perspectives on receiving instruction from either ICTs or teachers. It is important to examine learners’ perceptions of the differences between computers and teachers, and their preferences when interacting with either of these choices when learning programming. The chosen educational guide can influence their perception of the topic and activity and therefore may affect retention rates and learning experience.

Therefore, our overarching research objective is to better understand the learners’ perspective towards ICTs and human teachers, and how we can use this knowledge to improve both ICTs and human instruction in classrooms. To address this goal, we raise the following research questions which we will explore in this article:

RQ1: What do learners (a) like, and (b) dislike, about learning programming from ICTs?

RQ2: What do learners (a) like, and (b) dislike, about learning programming from teachers?
RQ3: What do learners think are the pros and cons of feedback from ICTs and teachers?

RQ4: Do learners prefer to learn programming from ICTs or teachers?

4.3 Methodology

To answer these research questions, we conducted 20 in-person, semi-structured interviews. We chose to use interviews as our means of data collection as they are a commonly used in exploratory work [151, 183], especially when there is limited research in the literature to gain an in-depth perspective into subjects’ views and experiences [72]. We used a snowball sampling method to recruit our participants [74], where we asked each participant to recommend people they knew that met our inclusion criteria and that they thought would be a good candidate for us to interview.

The initial six participants were students who responded to recruitment e-mails sent to mailing lists at two different public universities in the northeastern United States. Subsequent participants were classmates, alumna, or professional colleagues of these initial six participants, representing a wide range of demographics (e.g., gender, ethnicity, age, job/major), distributed across the US.

One researcher conducted all the interviews. 16 interviews were conducted in-person and 4 occurred over the phone. All interviews were audio recorded, averaging 29 minutes per interview. The inclusion criteria for participants was that they had experience learning programming from both teachers and ICTs. We defined a teacher as a human instructor in a classroom setting, and used Farrell et al.’s [9] two-component definition for ICTs. We intentionally did not constrain ICTs to certain systems any further, as we wanted our participants to talk broadly about the different technologies they had used without being limited to a specific ICT.

The interview questions were divided into two main parts: 1) behavioral questions that asked participants about their occupations, majors, coding experience, and coding-related behaviors (e.g., “In general, how long have you been programming?”);
and 2) research-related questions that probed participants about their experiences learning programming from both ICTs and human teachers (e.g., “What problems did you encounter, and how did you resolve them?”).

All of the recorded interviews were transcribed and coded using NVivo. Two researchers conducted the coding, using the three-stage coding process outlined by Cambell et al. [33] in their work describing how to measure intercoder reliability for semi-structured interview studies. This was done iteratively until the two researchers came to a consensus on codes and a sufficient level of intercoder reliability and intercoder agreement (stages 1 and 2); then the full set of transcripts were analyzed (stage 3). Since participants could state their likes, dislikes, and preferences in every research related question, we read through all the transcriptions and assigned tags to any emergent patterns (e.g., code editors, content design, flexibility, and efficiency). After assigning the initial tags, we read through those tagged texts, and consolidated similar tags into one tag (i.e., code families), or split one tag into different tags. Finally, we identified 19 themes (each research question has several themes) and more than 50 tags. We reached a high level of intercoder reliability (.87) and intercoder agreement (.92). We note that while well-established in quantitative work, there is no community consensus about the applicability of inter-rater/coder reliability measures for qualitative studies [12, 81], so we include our scores for completeness for the analysis of 20 interview transcripts. Next, we present representative quotes from participants to better explain our themes.

4.4 Findings

Our participants included 9 females and 11 males, ranging from 22 to 32 years old (median 26). Everyone was from a STEM field/major or job, consisting of 13 students (6 females and 7 males) and 7 working professionals (3 females and 4 males). Their programming experience ranged from 1 to 15 years (median 4.5).
4.4.1 RQ1a: What do learners like about learning programming from ICTs?

**Provides a code editor** — a code editor that is embedded with the ICT, which allows learners to write and run their code directly within the system. There are three main reasons that made our participants consider this helpful: First, a code editor dismisses the need to set up a local programming environment. 7 out of 20 participants mentioned that they only wanted to learn some basics, and that they did not want to spend time and effort to set up a local environment. Therefore, an embedded code editor saves time and effort from having to set up a local programming environment. P3, a 26-year-old male told us: “I think it’s a powerful tool, because if we want to try something on local, you need to set up your environment, you need to spend a lot of time for those.” (P3, 6 years of programming experience)

Second, a code editor provides one-window convenience. Participants mentioned that they liked embedded code editors because they displayed tutorials, examples, and exercises in the same browser pane, which was more convenient for them to do exercises, rather than switching windows/tabs/applications between tutorials and coding tools. P9 told us how she found embedded code editors to be convenient: “If I follow YouTube, it’s not convenient because I code on my local computer, I watch the video, then switch to my software. But in Dataquest, the screen is separated in two parts. You can see the instruction and at the same time, you can type your code.” (P9, 3 years of programming experience)

Third, a code editor provides a similar, but better-than-real environment. Two participants mentioned that they liked the embedded code editor because it was similar to a real coding environment (e.g., a local programming environment) but better because a code editor in an ICT gives customized feedback while a real environment does not. “If you actually coding in R, like R studio, you don’t know...
whether you’re doing right or wrong, but this [Codecademy] actually gives you a feedback.” said P19 (P19, 3 years of programming experience).

Content design — the course materials and the way ICTs organize and deliver information, broken down into important components: outline, practice, and examples. First, ICTs have a clear outline organizing and displaying lessons. The outline allows users to see exactly where they are in the learning process (i.e., curriculum). P20 described how the organization was useful in Dataquest: “The lessons are very simplified. They are broken down into different modules, so it makes it very easy to consume.” (1 year of programming experience). P1 compared it with tutorials from Youtube and commented: “like on YouTube, everything is scattered but on Codecademy, they have particular syllabus that is planned for you.” (P1, 6 years of programming experience)

Second, opportunities for practice are provided immediately after each lesson, so learners can (re)apply what they learned into practice promptly. P3 elaborated how immediate practice was useful: “for the W3 school, you’ll first grab the same concept, but immediately you will use the ‘try it yourself’ demo page. You can put this knowledge into real world practice. That’s why I like it.” (P3, 6 years of programming experience)

Third, examples provided along with each lesson. Participants mentioned that the examples from ICTs were very helpful to understand lessons. As a novice programmer, P5’s biggest concern was that he could not visualize his code’s output. He described how examples in Codecademy helped him learn web development: “It [Codecademy] has an example to show you the final version, you can test again and compare your code to the example, that will help you to improve your code.” (P5, 1 year of programming experience)
Flexible — this allows learners to go at their own pace whenever and wherever they want. 8 participants mentioned that learning from ICTs satisfied their desire to learn at their own pace. P2 told us that he preferred online learning for this reason: “For [classroom] lectures [that are] 3 hours long, if you don’t understand something an hour in, then you kind of waste two hours. Whereas you can make sure you understand it online before proceeding onto the next section or the next concept.” (P2, 4 years of programming experience).

Participants also highlighted flexibility in location, such as P20, who said: “I don’t have Python installed on my phone and I can still do my lessons [on Dataquest] even if I’m in transit traveling somewhere.” (P20, 1 year of programming experience).

In the case of P8, he was a full-time student who also held a part-time job. He told us how time flexibility helped him learn. “I could do it at 2am if I want. A teacher is not available at 2am,” he said, (P8, 5 years of programming experience).

Efficient — ICTs helped with learning more efficiently compared to other resources. When comparing the time spent learning from an ICT and from a teacher in a classroom, two participants felt that being present in a classroom physically was time-consuming, just as P19 told us: “Because if I want to go to school and take a class, that’s going to be very time-consuming.” (P19, 3 years of programming experience).

When comparing ICTs with textbooks, four participants thought that learning from ICTs helped them apply skills more efficiently than reading textbooks. For example, P7 told us: “I think for textbook resource, one annoying thing is it doesn’t show you like all the command[s] and what it does. So, you have to waste time reading it yourself, but for Codecademy, they just teach you each command. It’s a faster way to learn it.” (P7, 6 years of programming experience). P15 gave us a very interesting point that she can be more concentrative on computer tutors than reading
the textbook, when the computer tutors provide video-based tutorials: “I don’t want to read books because when I read a book, I cannot concentrate [...] I spend more time reading a book than watching a video to get the concepts I want to learn.” (P15, 5 years of programming experience).

Provide sufficient help — ICTs provide in-context resources within the system to help if needed. There are three specific functions that provide sufficient help for learners: (1) hint systems, (2) staff help, and (3) discussion panels. A hint system provide general help (usually generated automatically), and usually the very first type of assistance learners receive. P14 gave us an example on a hint system: “you can just get the hints and they’ll give you a hint and then you can either get the answer or you can just continue trying, but you’re not just stuck there if you really can’t figure it out.” (P14, 4 years of programming experience).

Although the next two kinds of help require some type of human intervention, we report them since they were emergent themes. Currently, it appears that ICTs do not have the capability to supply some types of help that learners want (but humans can provide). However, this may change with advancements in natural language processing and machine learning, where systems might better detect and understand the context of their users’ need for help [107, 190].

If the hint system fails to address learners’ problems, some ICTs provide (human) staff help (also known as course experts). P1 gave us an example: “They have two or three hints that they give, after that, they even say if you have any issues, we have [real] people who would help you out, and you can send your queries to them.” (P1, 6 years of programming experience). Besides human staff help, discussion panels are built-in forums that provide a place for learners to discuss questions and ask for help. P9 described how ‘community’ in Dataquest helped her: “Because in Dataquest, they also have something called ‘the community’, you can search [for] your questions
in the community and the community members will post the answers. You can refer to their answers.” (P9, 3 years of programming experience).

**Designed for various learner levels** — Some ICTs provide different pathways based on skill levels. It is helpful for learners to find courses matching their experience. P16 said: “For Codecademy, they have levels, like ‘did you just start learning code,’ ‘you already have some experience,’ ‘you’re an expert.’ So that helps because if you already know some coding you don’t need a simple example because it’s too easy.” (P16, 4 years of programming experience).

Interestingly, one participant mentioned that he liked the feature of Codecademy which locks access to next module until he finished the current module. He had one year of programming experience, and he emphasized many times his anxiety as a beginner. This feature forced him to learn step-by-step. He told us: “I really like this design, because this way can force me to do all the tasks in order one by one from easiest to the difficult one. I think this is really good, and I like it.” (P5, 1 year of programming experience). Another participant mentioned that he liked the short video tutorials provided by Treehouse. The short videos relieve the cognitive load of learners when compared with a long video tutorial.

**4.4.2 RQ1b: What do learners dislike about learning programming from ICTs?**

**Content design** — This again refers to the course materials and the way ICTs organize and deliver information. Although 15 out of 20 participants liked the content provided by ICTs, there were also participants who did not like the content design. Those who did not like it thought that the tutorials and practice exercises were too basic to be useful. They liked ICTs but wished they could provide more advanced content. P2 considered himself as having a good understanding of programming basics
since he had 4 years of programming experience. He explained his concern to us: “I was doing C++ [online], but I kind of stopped because I thought it was too easy and too basic. They just teach you such basic concepts and they don’t go in-depth.”

Another reason for the dislike was that the sections were redundant. One participant mentioned this to us: “At the beginning, I find they are pretty useful, but like 4-5 lessons after, I find the content to be very dry, meaning it’s really the same thing over-and-over again, I’m not really learning a lot of things that weren’t [covered] there before.” (P13, 2.5 years of programming experience).

We noticed that those who considered the content to be too basic were experienced learners (who had at least 3 years of programming experience), however, other junior-level learners mentioned that sometimes, information was too brief to understand sufficiently. Some ICTs only provide short introductions without really explaining the logic behind the material. P11 started programming 2 years ago, and was struggling to understand the complex logic behind certain concepts. “For me, I don’t like reading introductions [online], because they want to simplify their content and the introduction is so brief. Sometimes I don’t fully understand the [programming] language,” she said.

**Locks access to more advanced concepts** — Some ICTs require learners to finish the current module to unlock the next one. While we mentioned that one participant liked this feature earlier, four participants disliked this feature. All of them had prior programming experience and had clear goals on what they had to learn. Their learning efficiency was limited by this feature. P13 was learning programming for fun during his leisure time at work. He had been learning programming for 2 years. He complained to us: “I already know what this is, and I want to skip it to [go to] the next module. I’m not able to do that, because I got to complete the first module, and then go to the second module. So, I didn’t find that to be very user-friendly.”
that situation happens, the learner would try gaming the system [16], P19 shared her experience to us: “Sometimes I just randomly select and if it’s wrong, I’ll just move on to the next options and then I don’t really pay attention on the multiple choices questions.” (P19, 3 years of programming experience).

**Does not provide sufficient help** — Although 9 out of 20 participants reported they could get sufficient help from ICTs, other participants held a different opinion. These participants reported that ICTs could not guide them to understand the logic behind problems effectively. P5, a novice programmer who often got stuck on problems in Codecademy, shared his experience with us: “They [Codecademy] will actually show me the right answer. I still don’t know what’s wrong with my answer and it didn’t show me or highlight the mistakes that I made, so I still don’t know the answer.” (P5, 1 year of programming experience).

4.4.3 RQ2a: What do learners like about learning programming from teachers?

**Has real life programming experience** — Teachers who are willing to share their real-life programming experience were favored by our participants. These experiences include: how to avoid common mistakes, how to style code, tips on interviews, and how to become a good programmer. P5 was a beginner in programming, he said: “They [professors] always try to tell you how to avoid mistakes.” Another example is P11, who had 2 years of programming experience, but was anxious about being a novice. She enjoyed learning from her teachers. “They teach some things about the languages and they also tell some real experience for coding, and even some tips about interview and future working. They told us how a good programmer should do their job,” she said. One participant observed that teachers are not only experienced in programming, but also in teaching. “I think they not only have the real experience
on using them [programming languages], but also have some experience on teaching, because they have a lot of students learn in this class, if they have problems, they will ask. So, the professor will know which part that most people think is difficult, so they will pay more attention on that part,” He said. (P17, 6 years of programming experience).

Provides solid learning experience — Participants believed that they could learn programming with teachers more concretely and systematically than from ICTs. Teachers introduce new concepts along with background information and logic about these concepts. Teachers also help students stay on track. As an experienced programmer with 10 years’ programming experience, P4 suggested beginners to start programming with a good teacher. He said: “I believe a good teacher will teach you knowledge in a systematic way. If you have zero knowledge, the best way is to learn from a teacher, because if you learn from an online app, your knowledge is scattered, and it’s not systematic. You learn piece-by-piece, [so] you might miss some bigger parts.”

Provides conversations — Learners pointed out that conversations with teachers are invaluable because they can discuss ideas, explain their specific problems, and have someone to relate and/or look up to. P17 was an experienced programmer, and was full of project ideas that he liked to discuss with his advisor. He said: “When you communicate with him, firstly you can solve your problem. And secondly if you have some ideas, you can talk with him and since he’s experienced, he’ll give you some feedback on your ideas and you know how to improve yourself or your program.” (P17, 6 years of programming experience).

Another three participants thought that conversations let teachers better understand students’ problems. Since learners can use different methods to express themselves in-person (e.g., drawing, writing, gesticulating), face-to-face conversation
with experts is a more efficient way to get problems solved than exchanging emails or searching for answers elsewhere. P10 told us that she could show her code directly to teachers when communicating face-to-face, so that the teachers can better understand her questions and help her line-by-line (P10, 2 years of programming experience).

Provides real-time help — When in class with teachers, learners can usually have their questions answered immediately. It is common to have bugs and errors when learners program. However, if these errors or bug are not solved immediately, it may lead to other issues that cause the learner to get stuck. ICTs often cannot provide real-time, customized help for specific questions, while teachers can. P11, a beginner in programming pointed out this advantage to us: “I think it is better with a teacher. Because if there are any questions you can immediately ask for help.” (P11, 2 years of programming experience). Another more advanced programmer, P16, said: “[Learning] in-person is more instant, and I can do some things right away and get out the way whatever question I have.” (P16, 4 years of programming experience).

4.4.4 RQ2b: What do learners dislike about learning programming from teachers?

Not efficient — Most participants reported that learning from teachers was less efficient. Teachers usually take more time in assigning practice and giving feedback, while online tools do these immediately and on-demand. As P2 told us: “Because at the same time a teacher, you don’t get assignments as quickly as you would online. So, the feedback comes in once a week as opposed to maybe you could literally do the whole course in a day if you want.” (P2, 4 years of programming experience).

The teacher’s lecturing style can also be less efficient than reading the course materials by learners themselves. P6 had 15 years of programming experience. Most of his teachers would just read straight from the textbooks. He expressed his
frustration with these types of teachers since he could just read from the textbooks himself at home: “Most of the teacher just repeat the content of the book. They just read out the paragraph, the statements in a book. I think we can learn this from a book much faster than learning from a class. So, you can read the book and then practice by yourself.”

In addition, three participants felt that it was easier to access materials through ICTs than teachers. For example, P13 stated that online materials could be accessed immediately, while for teachers, he needed to register and pay for a course first, and even be physically present in the class (P13, 2.5 years of programming experience).

**Does not follow pace with students** — Learners also have a big concern about teachers’ speed of instruction. 9 out of 20 participants reported their experience of being unable to keep up with their teachers’ pace. This occurred when the teachers delivered the content too quickly, or when students had difficulties understanding some content, but the teachers kept moving forward. For example, P20 was a novice programmer with only one year of experience; she once had a fast-paced programming course and could not keep up with the teacher’s progress, so she turned to online courses to learn the same content. She said: “And with class, things go by so quickly, we met only once a week and we have to cover so much. So, I feel like I’m lagging behind, I’m not catching up fast enough with the professor in the class, so I went to do something online where it can go at my own pace.”

Two participants had the opposite experience—they found classes were far behind their progress. P16 was a student who always learned things quickly, and so, she often felt bored when she took a class but was ahead of the teacher’s pace. She said: “The class gets boring, because you already know. [...] there are students around you that are still asking questions and they don’t get it, it’s very hard for them to understand.” (P16, 4 years of programming experience)
**Provides inflexible curriculum** — The content taught in a class were not always what learners expected. P12 had learned programming for years. He recalled his experience in college, when he selected a C++ course, expecting to learn something advanced, but the teacher only taught basic concepts. He told us how disappointed he was: “what he taught during lecture, I already know, and what he taught was just the basic syntax, but he did not introduce those advanced [content] which [...] I already learned from another way. That’s why I say he is not very helpful.” (P12, 11 years of programming experience). While P10, who was less experienced than P12, told us that she expected to learn something basic, but what she got in class was too advanced to understand. She said: “I figured I will get a tutor to teach me the basics, because he [professor] didn’t teach us the basics.” (P10, 2 years of programming experience).

**Not responsive** — Some participants complained that they lacked teacher attention in large classes. “They (professors) are always busy; your problems might not be solved in time,” P18 said (P18, 6 years of programming experience). Teacher’s personal style may also be attributed to the lack of responsiveness. P17 told us one of his teachers who never replied his emails, he said: “one of my professors never replied [to] my e-mails. The only way you’ll find him is in his class. So, I will only have limited chances to ask questions.” (P17, 6 years of programming experience).

**Has insufficient teaching competencies** — Some of the participants questioned the teaching competencies of some programming teachers, and there are three main types that refer to teaching competency. 3 out of 20 participants thought that the teachers they had were not experienced at programming. Just as P9 said: “Maybe he is very experienced, but he is not experienced in programming, all of his code is just copy paste from another website, and then share it to you. He can’t explain any details to you.” (P9, 3 years of programming experience)
Participants also had concerns that their teachers’ skills were not up-to-date since programming skills and technologies are constantly changing. For example, P12 had a solid foundation in programming; he found that teachers in school did not satisfy his needs because his goal was to always learn about the newest technologies. “I think the teacher is usually far behind the current progress [...] But what I want to learn, is always something new,” he said (P12, 11 years of programming experience).

Additionally, one participant shared her experience when she had a programming teacher who brought her personal emotions into teaching and made her upset: “I always felt that particular teacher had some personal [issue] against me. I always felt that she deliberately did not grade me as much as I deserved. [...] she just asked me to leave her room, which is very rude. I don’t know why. [...] It did matter to me for some time. I was kind of hurt and I was sad.” (P1, 6 years of programming experience).

4.4.5 RQ3: What do learners think are the pros and cons of feedback from ICTs and teachers?

Pros of feedback from ICTs — The biggest positive feature of ICTs is the immediacy of feedback. Getting feedback immediately helps learning-by-doing. P5 just started learning programming and he believed that getting feedback immediately was important. He said: “I think the most useful feature is that you can test immediately and get feedback. That’s the most important one.” (P5, 1 year of programming experience). P6 was more experienced than P5 but expressed something similar, saying: “When you use an interactive tool to learn the programming language, you can get feedback immediately [...] You can learn it immediately, so that you can improve your programming skill very fast.” (P6, 15 years of programming experience).

Some ICTs can provide step-by-step feedback, which is good in a way that the machine lets learners reflect on the errors as much as possible before giving them
the correct solutions. Just as P19 told us: “The application lets you rethink about one point by giving you only a little bit of information to help. And if you still don’t know the answer, they will ask you whether you want a hint.” (P19, 3 years of programming experience). An even better interactive system can highlight the learners’ errors, which helps them pinpoint errors quickly. P17 elaborated this point: “They will show the result for your wrong code, and the result for the right code. And they will let you know which part you did wrong. So, it’s quite clear. I think this feedback is useful. [...] If I did something wrong, it will highlight that specific part.” (P17, 6 years of programming experience).

Cons of feedback from ICTs — The major problem of ICTs is that they often only tell the learners whether the final output is right or wrong. When learners generate the wrong output, the systems only tell them that they are wrong but do not specify where in the code an error exists (or when they do, it is typically a list of compile-time or run-time errors with an unhelpful error message), and why it is wrong. For example, P15 told us: “If I did the exercises correctly, it will let you know you are correct. If I did something wrong, it will tell me to try again, [with] no specific instructions.” (P15, 5 years of programming experience).

Even when learners generate the right output, ICTs will often only tell them that they are right, but will not give any additional feedback that a human teacher might (e.g., suggestions about coding style or alternative ways to solve a problem). P8 was a software engineer and knew the importance of a program’s running speed in real-world scenarios and how important coding style can affect a group’s efficiency. He said: “There’s code that’s faster and then there’s also code that’s more efficient and then there’s also code that takes up less space and you’re basically looking for the [most] efficient one where it takes into account time and space. I mean the Treehouse
and all these coding websites don’t give you that kind of feedback.” (P8, 5 years of
programming experience).

Pros of feedback from teachers — Compared with ICTs, participants expressed
that teachers’ feedback were more specific and focused. As mentioned above,
participants thought that it was important not only to understand where their code
errors were, but also why it was an error so that they can better learn how to resolve
it and avoid similar errors in the future. P5 told us a general impression on teacher’s
feedback: “The professor is more specific and is more accurate. You can ask your
professor to check your code line-by-line, and then he will point out your error, and
will explain more. Maybe he will give you a reference.”. (P5, 1 year of programming
experience).

P7 had a nice and patient teacher who gave him detailed explanations for his
problems. He said: “For SQL, I think at that time most of the problems we had is
when we had to join table, and so she’d try to help me to understand. She will basically
just draw out a table and then show me what my wrong code would produce as the
output, and how it would be different from my input.” (P7, 6 years of programming
experience).

In addition, teachers can suggest and discuss different solutions of a problem
with the students. Students can learn better solutions that can make their code run
more efficiently. P3 gave us a comparison between feedback from ICTs and from
teachers: “You write a sorting algorithm and you think it is correct. If you tried on
the website, it is also right, you think it is a perfect solution, but for the professor,
he will tell you that there’s a better sorting algorithm, so you will learn something
better. But for the online tutorial, it only tells you if it is right or not.” (P3, 6 years
of programming experience).
**Cons of feedback from teachers** — Five participants mentioned that it took a long time to get feedback from their programming teachers. If learners do not get feedback in a timely manner, the benefits of learning-by-doing might not be realized since students might have forgotten about the specifics of the task(s) by the time they get the feedback. P8 shared his thoughts with us: “*With the teacher setting, you’re submitting an assignment, waiting a week for them to look at it. So that it’s a long process. Like it takes a while just to even know what you did wrong.*” (P8, 5 years of programming experience).

4.4.6 **RQ4: In terms of learning programming, do learners prefer to learn from ICTs or teachers?**

**Prefer to learn from ICTs** — 11 out of 20 participants reported that they preferred learning from ICTs. Among the 11 participants, one had 1-year programming experience, and the others had 3 or more years of experience. Most of them were self-identified as having good knowledge in programming basics. During the interview, most of them showed confidence on their self-learning abilities. Participants expressed that they liked to study at their own pace and in a more efficient way. In this sense, ICTs are better than teachers. This reasoning was more commonly seen with our experienced programmers. For example, P4 had 10 years of programming experience; when he learned a new skill or function, he aimed at applying it quickly to solve real problems. For him, learning from a teacher from the basics was not as efficient and flexible as learning from computer tutors. He said: “*Because I don’t have time to spend a whole hour to sit in a classroom to take a course. Learning from a teacher, the time is not flexible, usually, I would prefer that I can learn this language this morning and I can use it this afternoon. It is not efficient to learn from a teacher. A teacher will teach you language from scratch. I already know some common sense about programming language, and the teacher will not personalize the course for you.*”
P20 was a more junior programmer than P4, but she had some foundation in programming. The interactive tool she used gave her a positive experience in learning programming, she expressed her preference for using it to learn: “[I prefer] computer applications. It’s sectioned so that it’s easier to consume. And I can go at my own pace. With a class in the classroom, whether or not you get it, or you don’t understand it, or you need some more time. The professor has to go. So, it’s not at your own pace you can’t like control the pace at which the class proceeds” (P20, 1 year of programming experience).

Two participants thought that the skills and knowledge provided by ICTs were more up-to-date, while some teachers’ skills might not. For example, P12 told us: “I would prefer to learn through the [computer] application but not teacher. I think the teacher is usually far behind the current progress, because a teacher needs to learn this programming language first and then he can teach you. But what I would learn, is basically always something new.” (P12, 11 years of programming experience). P19, a more junior programmer held the same view. She was a working professional; her work required her knowing new skills. She felt that what programming skills she learned at school could not apply to the problems she encountered at work, whereas what she learned from ICTs were always helpful. She said: “The stuff you learn from school was more like standard ones, that everybody needs to learn. That’s the basics. But actually, whatever you’re doing in work or in life, it’s totally different than what you learned from school. It doesn’t really help.” (P19, 3 years of programming experience).

**Prefer to learn from teachers** — Three participants expressed that they preferred to learn programming from teachers. They all had 1-2 years of programming experience. During the interview, they tended to be more anxious about any questions dealing with learning programming. They thought that they needed more expert help
to guide them through the process of learning programming. For example, P11 told us: “I personally prefer someone to tell me. Not just that I go to read. For coding, I prefer following some examples, it doesn’t matter if it’s with the teacher or with the video, but I think it is better with a teacher. Because if there are any questions you can immediately ask for help.” (P11, 2 years of programming experience).

**Prefer to learn from both in combination** — Instead of learning programming from a single method, some participants said that they preferred to learn from both in combination. They liked to learn from computers because they could grasp basic concepts efficiently and at their own pace. But they also liked to learn from teachers because they could discuss questions and advanced ideas with them. They agreed that a combination would be ideal. P1 elaborated her preference: “[I] like a hybrid kind of thing, take a course online and then just meet my professor once a week to discuss what issues I had or just shoot out an e-mail saying that ‘I was doing this particular section and I feel this could be done this way.’ But just sitting there and just talking with the machine, I think it feels less personal. So, if it’s a hybrid thing, you have the feasibility of doing the course and taking the course whenever you want to, and plus having the chance of speaking to a teacher gives you a broader platform to discuss your issues.” (P1, 6 years of programming experience).

**Preference depends on different situations** — One participant said that his preference depended on his knowledge of the language. He said: “It depends on what I try to achieve. If it’s a new type of programming that I have no knowledge about at all, then I’ll probably prefer to learn from a teacher. If I sort of know what it is about, I’ll probably start with a computer-based method, and I’ll go from there.” (P13, 2.5 years of programming experience).

Another participant said that his preference for learning between an ICT or teacher depended on how deeply he wanted to learn. If he wanted to learn something
thoroughly, he preferred learning from a teacher; if he only needed to understand others’ code at work, he would rather use an online interactive tool to understand the basics. He said: “If I just want to know the programming language, so that I can understand other people’s code, I think a computer application is good enough, because it teaches you basic syntax, basic logic, and I think that’s all you need to be able to read and understand other people’s code. But if you actually want to program by yourself, I would prefer taking a class with a professor.” (P7, 6 years of programming experience).

One participant said that it depended on the teachers’ teaching competency. If the teacher was experienced and willing to help, he would rather learn from them instead of an ICT. He said: “If your professor is good at the language he is teaching, and if his skill is up to date, I think it’s more helpful than learning yourself [with an ICT].” (P18, 6 years of programming experience).

4.5 Discussion

We identified several features that learners like or dislike when learning programming from ICTs and teachers. Learners cared most about the following three factors: efficiency, feedback, and practice. We discovered that most of our participants’ primary learning goal was to apply new programming skills quickly into their work or studies, so learning efficiency was their biggest concern. Most of them also believed that learning-by-doing was the best way to master programming skills, so immediate practice was an important factor to consider when choosing learning methods. In addition, due to the complexity of programming skills, learners preferred to get detailed feedback as quickly as possible. Designers of ICTs and teachers can benefit from this knowledge by focusing efforts on improving on these three aspects when teaching programming. For ICTs, the biggest strength, which most participants mentioned, was the embedded code editors and immediate practice, while a major
weakness was the content design (too basic, repetitive, or brief). To address this issue, designers could take advantage of code editors to provide more advanced, practice-oriented tutorials.

We also identified another factor to consider during our interviews, which was the existence of both basic and advanced levels of learners. While a few ICTs might separate their content for different experience levels of learners, most ICTs we are aware of do not; one beginner liked when the (ICT) system forced him to learn step-by-step (by locking content until finishing the current activity), whereas four, more experienced learners, did not like this feature. A key design consideration is to gauge a learner’s experience at the beginning of the course/tutorial/activity so that the teacher or ICT can deliver content in a manner consistent with one’s experience.

According to our findings, ICTs are efficient at delivering content with immediate practice, while teachers did a better job in providing customized help with real life experience. Both ICTs and teachers can benefit from these observations. First, ICTs can incorporate human experts to provide help when requested by online learners. Experts can also interact with learners in the system’s online learning community, such as having conversations with learners or posting guides to address learners’ concerns.

Second, we learned that teachers who are experienced in teaching were especially good at paying extra attention to students’ needs when introducing content that students typically find difficult. ICTs can improve from this observation by gathering data from learners’ learning logs in every course section (e.g., how many tries does someone take to write the correct code, or how much time do they spend on a concept) and provide extra instruction, help, or practice for the parts that most learners have difficulties with.

Third, our participants valued having conversations with teachers. They used these opportunities to gain coding tips, learn about real life experience as
programmers, exchange project ideas, and get help with questions. Listening to long lectures without minimal interaction was boring and meaningless to learners. Since we found that existing ICTs are good at delivering basic concepts and exercises, we believe it is beneficial to integrate them into programming classes to compliment teachers. Teachers can have ICTs deliver basic information (e.g., concepts, syntax) outside of class, and spend the time saved having more conversations with students regarding problems, projects, and real-life programming experience (e.g., using the “flipped classroom” model [175]).

Fourth, the comparison of feedback between ICTs and teachers suggests design opportunity for ICTs. It may not be feasible for teachers to give immediate feedback to students for all assignments/tasks, but ICTs can benefit from what we learned about feedback from teachers. This includes commenting on, giving suggestions, and showing alternative coding styles and run-time issues (such as code execution efficiency).

Finally, we identified two patterns from our participants, which were not anticipated from research questions but raised interesting questions to explore for future work. One is that experienced learners (who showed more confidence in learning) have higher learner autonomy [87] than beginners (who were more anxious about learning), meaning that experienced learners tend to use ICTs to conduct self-directed learning more often than beginners. Another pattern is that those with higher level of autonomy would prefer learning in an autonomy supportive system, such as a system that gives them more freedom to learn (see Subsection 5.4.2 “Locks Access to More Advanced Concepts”). While those with lower level of autonomy would prefer a system that can force them to learn (see Subsection 5.4.1 “Designed for Various Learner Levels”).

These two emergent patterns indicate that beginners and experienced learners have different system preference for ICTs, and these differences are associated with
the level learner autonomy. This finding suggests a novel view for ICT designs that address the learner autonomy feature, which we will discuss in the following chapters.

4.6 Limitations

Our study has limitations that present further research opportunities. First, the snowball sampling method we used may have introduced a sampling bias. However, our participants represented a broad range of demographics, including years of experience with coding. Second, having 20 participants may raise questions about the representativeness of our sample and generalizability of our results. We reached data saturation [119] on our 16th interview and verified that our additional participants did not provide significantly different information from previous participants. Third, we found that there are factors that may affect how learners evaluate their learning experience, for example, learning environment (e.g., summer camp, college course, vocational training) and learning goals (e.g., learning for work, school practice, or personal interest). We will further investigate whether learning environments and learning goals, or even other factors (e.g., gender, age, job, level of experience, order of learning from a specific type of tutor), will cause effect on how learners evaluate their learning experience(s). Fourth, our study defined and examined ICTs within a specific subset of MOOCs. Furthermore, our study specifically examined only human teachers. There may be different types of ICTs and MOOCs that people have used to learn programming. Similarly, people may have learned from non-professional teachers or professors, such as informal tutors, friends, or relatives. These different types of ICTs/MOOCs and human teachers were deliberately excluded from this study to maintain a viable scope. However, our future work can include discussion about people’s use of these other learning resources, which may reveal different findings and preferences from what was found here. Lastly, when presenting the quotes, we described the participants using their self-reported number of years
in programming (e.g., “P11 had 2 years of programming experience”). However, self-reported years of experience may not be a good indicator of participants’ real programming ability or expertise. We will further study the relationship between years of experience and programming expertise. Other objective measures (e.g., test of knowledge) can be used to gauge learners’ programming ability and experience level.

4.7 Summary

In this chapter, we explored learners’ perspectives on receiving instruction from human teachers versus interactive computer tutors when learning programming. We found that efficiency and practice are the two main factors that learners care about when choosing between these two types of instruction, and the findings suggest the strengths and weaknesses of learning from interactive computer tutors and teachers, which we use as a basis for design suggestions for these types of instruction. We also find that learners with different autonomy level have different system preference, which raises future discussion about the design features to improve experiences for both kinds of learners.
CHAPTER 5
EXPLORING CS LEARNERS’ AUTONOMY AND THEIR PREFERENCE FOR LEARNING SYSTEMS

5.1 Introduction
Innovation in technology continues to change at a rapid rate. Kruchten [100] coined the “five-year hypothesis,” which posits that software engineers’ key ideas become obsolete every five years. Given this situation, computer science (CS) learners have to continuously learn new skills to keep up with the ever-changing technology trends. Therefore, the knowledge they gain from formal education (e.g., from higher education institutions, which are often slow in changing curricula) may become obsolete or outdated fairly quickly. This requires those pursuing CS-related careers to be flexible and persistent—for them to be lifelong learners.

According to the literature, learner autonomy plays a vital role in developing lifelong learners [34]. Heloc [87] defines learner autonomy as the ability for one to control his/her own learning. The “control of learning” can be broken down into different aspects, including: setting goals, planning and executing learning activities, and evaluating the process [49, 114]. Contrasting traditional, teacher-centered pedagogy, autonomous learning requires classes to be student-centered, where teachers act in supportive roles to facilitate students’ decision-making and problem-solving processes [104].

In past decades, learner autonomy has been frequently studied and promoted in the context of foreign language learning [172]. In Najeeb’s [134] view, studying a foreign language is a lifelong endeavor, which neither starts nor ends in a language class, but something that must be constantly worked upon. This is very similar to the situation of CS learners. If they choose careers that deal with CS, they will have to continually work to maintain and update their knowledge. However, compared
with the long history of studying and researching learner autonomy in the context of foreign language, there are only a handful of similar works of language learning in computing education.

In order to gain a better understanding of their autonomy, our past work explored the experience of CS learners' thoughts about learning CS both online and in the classroom. We found that learners who showed a high level of autonomy felt that they were not supported by the educational system(s) or the educators. For example, they complained that the online systems they used did not give them enough freedom to explore on their own, and that their teachers often failed to help them achieve their learning goals. We also found that learners who showed a low level of autonomy felt that they needed extra guidance from their teachers. Our interview results also indicated some patterns, for example, that learners with more experience showed higher levels of autonomy than those with less experience, and learners with a higher level of autonomy preferred to study using an autonomy-supportive system while those with lower level of autonomy preferred to study using a non-autonomy supportive system.

Considering these past results and the role learner autonomy plays in developing lifelong learning, we believe that it is important to address the needs of CS learners with different levels of learner autonomy. Therefore, in this work, we describe results from an online questionnaire study designed to extend our past work and further explore CS learners' autonomy. Since we are using self-reported scale to gauge learner autonomy, the level of learner autonomy in this research also refers to the perceived level of learner autonomy.

Specifically, we ask the following research questions within the context of computing education:

1. What is the overall autonomy level of CS learners?

2. What factors contribute to the differences in CS learners’ autonomy?
3. What kind of system designs are preferred by CS learners?

Understanding these questions can help us reflect on whether current pedagogies of computer science and educational systems can support learners in developing and maintaining autonomy, and how can we develop strategies to support the needs of CS learners with different levels of autonomy.

To explore these questions, we developed a survey and gathered 364 responses from CS learners. The results showed that our participants have overall high levels of learner autonomy, and that learners with more CS experience tend to have higher autonomy than learners with less CS experience. Our results also suggest that CS learners tend to prefer using autonomy supportive systems to study. By evaluating these results, we discuss implications for both computer science educators and educational system designers.

5.2 Background

5.2.1 Learner autonomy in general

Learner autonomy has been extensively discussed and applied in the context of education. Autonomy is broadly accepted as the “ability to take charge of one’s own learning” [87], and many researchers have further elaborated autonomous learning in terms of a learner’s ability to lead and control his or her own learning process and content. For example, Little [113] described autonomy as “a capacity for detachment, critical reflection, decision-making, and independent action”. Dickinson [55] held that autonomy occurs when a learner becomes totally responsible for all of the decisions concerned with his or her learning and the implementation of those decisions. In modern education, where learners are more acclimated to reacting to established instructions, they develop autonomy when they independently set objectives of a learning program based on his or her status, which goes beyond established instructions or stimuli given by a teacher or instructor [27, 129, 128].
Personal initiative is key in autonomous learning when learners proactively engage with finding resources and opportunities, and become persistent and resourceful in learning [53, 146, 147]. Such ability to acquire knowledge or skills of value reflects the processes that learners’ determine [39], or the psychological characteristic of individuals who are able to independently direct their learning [99, 124, 146]. To be more specific on what skills an autonomous learner should possess, Dam [49] detailed that a qualified autonomous learner independently chooses aims and purpose. Once these goals are set, he or she chooses supportive materials, methods, and tasks. The learner further exercises the choice and purpose made in implementing the selected plans. Upon accomplishment, an autonomous learner determines criteria for evaluation and complete self-assessment. In addition, Benson and Voller [21] discussed autonomy from its elements and concluded that it involves at least five phases, “for situations in which learners study entirely on their own; for a set of skills which can be learned and applied in self-directed learning; for an inborn capacity which is suppressed by institutional education; for the exercise of learners’ responsibility for their own learning; for the right of learners to determine the direction of their own learning”. No matter which forms of autonomy learners take in their education, autonomy is recognized as “a recognition of the rights of learners within educational systems” [22] and “the freedom to learn and the opportunity to become a person” [95]. The concept of learner autonomy is instructive in many fields of education. Not only is it a method to educate students, but also an objective of education; to give someone the ability to seek out, find, and internalize information to satisfy their curiosity—to become a lifelong learner.

5.2.2 Learner autonomy in natural language learning

The relationship between learner autonomy and natural language learning has been widely investigated as many researchers identified that autonomy is useful in learning
a new language and the ability to control learning experiences plays an important role in language education. Najeeb [134] suggested that independent language learning optimizes learner choice of decision making and targets on the needs of individual learners. With autonomy in language learning, learners develop skills in the target language individually, and benefit from the learning environments which are not directly mediated by a teacher nor in the interests of an institution. Learners’ language proficiency is shown to be significantly and positively correlated with their autonomous level in language education [47, 127]. In examination of adult Japanese EFL learners in terms of autonomy, Mineishi [127] used learners’ perception of autonomy to differentiate successful and less successful learners and found that successful learners are those who possessed autonomy proactively, while less successful ones are in the stage of achieving either active or reactive autonomy. Maftoon et al. [118] showed that good language learners tend to be more attentive to the class standards rather than cohering with the group, and all of the good language learners are autonomous. Razeq & Ahmad [1] suggested that training students to be autonomous learners contributes to and improves their English skills. With the understanding and implementation of autonomous learning strategies in and outside the classroom, students show improvement in English achievement and motivation to be responsible for their own learning. Furthermore, previous works have shown the importance of cultivating autonomy for English literature learning as it stimulates learners’ interests and improves their strategies [69]. Abdipoor & Gholami [2] held that autonomous English learners tend to apply more language learning strategies than non-autonomous learners.

While there are obvious differences, learning a natural language and computer language also have some similarities (e.g., learning language rules, grammar, syntax, and semantics). In fact, several states in the USA have started allowing high school computer science courses to fulfill foreign language requirements for students [68].
With the similarities and the research of autonomy in language learning, we believe that the study of autonomy can be applicable in the context of computer science, and can benefit the community of computing education.

5.2.3 Learner autonomy in online learning

Distance (or online) learning has become increasingly popular in recent years. Firat [62] investigated the validity of autonomy concepts on distance learning environment and developed a scale to evaluate the e-learning autonomy of distance students who are responsible for their own learning. Based on the results, student autonomy in e-learning environments positively correlated to the level of ICT (Information, Communication and Technologies) but was not affected by enrolled program or gender. Lynch & Dembo [116] experimented on the five selected self-regulatory attributes (motivation, internet self-efficacy, time management, study environment management, and learning assistance management), and concluded that successful e-learning depends highly on five self-regulatory attributes which contribute to learners’ different psychological processes to comprise their autonomy in online environment. In addition, Arnold [13] mentioned that the opportunities for learner autonomy can be created in online environments by introducing the eleven factors that promote autonomy in the online learning environment. Of the eleven factors, six of them (“peer learning, peer review, dialogue, reflection on learning, self-evaluation, and negotiated learning activities”) are consistent with autonomy factors that were mentioned in the traditional learning literature while the other five (flexible access, learning facilitation, self-selection, lack of face-to-face contact, and media choices) were not identified as promoting factors in the previously mentioned literature. Although developing autonomy is important for online, self-paced students, whether the online environment can support learners’ autonomy is still an open-ended question.
5.2.4 Learner autonomy in STEM

Learning and teaching in the fields of science, technology, engineering, and math is commonly referred to as STEM education [73]. STEM education has been discussed extensively internationally in the past decade [94], and engaging learners in STEM education has been shown to be important to society [29, 187]. Kelley & Knowles [93] reported that students of STEM fields lose interest in these areas when the connections to “crosscutting concepts and real-world applications” are missing in the learning process. In order to understand STEM learners, some works seek to understand learners in several fields of STEM. For example, in the field of Engineering, Chen et al. [36, 37] found several interesting results about learners’ year of study in college, gender, race and college major in this context. His study demonstrated an effect of college students’ year of study on their autonomous level as well as a positive relationship between Asian students’ weaker self-beliefs and their autonomous learner traits. In addition, he also argued that engineering students gains autonomous learner traits through their engineering education journey while the differences of learner autonomy traits between their subgroups remain unclear. Similarly, Scott [157] confirmed that students’ learner autonomy increases by the time they are in college while detailed correlation between autonomous level and year of study is unclear for biology college students. Although the term learner autonomy has not been commonly used in computing education studies, other similar terms, such as self-directed learning, have been explored. Boyer et al. [28] discussed how constructivism can improve programming pedagogy and student self-direction. They implemented a survey instrument on 15 students, and found that the majority of them were reported to have the ability to take control of their own learning, while surprisingly, students with less learning experience had higher self-directed learning scores than students with more learning experience. However, the small sample size of their study limited generalization. Mccartney et al. [122] interviewed 17
programming students and found that self-directed students are motivated to learn new programming topics, and that the students believed the benefits of self-directed learning when they join the workforce in the future. After the students join the workforce, it is more likely that they would learn new topics through online resources. Whether these online learning tools can support their self-directed learning remains an open question.

5.2.5 Learner autonomy in computing education
Through our literature review, we found that there are still several open questions of learner autonomy in the context of computing education. As the aforementioned work in foreign language learning suggested the positive relationship between learner autonomy and learning outcome, and considering the similarities between learning foreign language and computer science, we believe that autonomous learning can have positive impact on lifelong learning accomplishment of computer science (CS) learners. We were curious about CS learners’ autonomy, and how this may affect their learning. In addition, previous work in e-learning and other STEM disciplines found attributes to differentiate autonomous learners, and our past work using interviews found differing needs based on CS learners’ autonomy levels. In this work, we examine potential differences of autonomous learners and how to better support them through online learning tools.

5.3 Methodology
To study the autonomy and system preference of CS learners, we distributed a survey (See Appendix B for the whole survey) online and at a public university in the Northeast USA. The survey consisted of 3 sections. Section 1 had two parts, the first part collected the basic demographic information such as age, gender, ethnicity, degree and occupation. The second part was about participants’ experience in learning
computer science related knowledge and skills. Since our target population was CS learners, the experience questions also served as filter questions. In our study, we apply the definition of computer science from Comer et al. [42] as “the systematic study of algorithmic processes that describe and transform information: their theory, analysis, design, efficiency, implementation, and application.” However, in the survey, we deliberately left the definition of computer science open to our participants, as we determined in past studies that using a strict/specific definition can potentially confuse or discourage participants who might consequently miscategorize themselves or self-select out of participation even though they meet our eligibility criteria. To ensure that we had a good representation of our target population, we included a free-response question asking them to list some of their computer science knowledge and skills. Three researchers discussed the scope of computer science to determine which skills fit within the scope of computer science. For example, skills such as “Excel VBA” and “building website” were considered within the scope of computer science, while “Word and Powerpoint” and “browsing websites and social media” were not.

Section 2 was the learner autonomy scale. We adopted 8 items from the Learner Autonomy Scale developed by Macaskill and Taylor [117] and 4 items from the E-learning Autonomy Scale developed by Firat [62]. These items were measured using a 5-point Likert scale from 1-strongly disagree to 5-strongly agree. Section 3 included system design scenarios, which measured participants’ preference for autonomy supportive or non-supportive system designs. These items were measured using a 5-point Likert scale from 1-very unhelpful to 5-very helpful. These scenarios were created through interview, observation, and literature review.

We collected 364 valid responses. These consisted of 189 online responses from Amazon Mechanical Turk using Google Forms, and 175 responses were from students at a US university using paper forms. Recent studies have suggested that Mechanical Turk yields high quality results when used with specific parameters [23], which we
utilized in our study. We chose to use both online and in-person data sources to get a broad perspective (e.g., a student-centric and non-student-centric point-of-view) about learning from both online and offline resources. After the data collection, we compared the demographic information from the two sources. Although the gender distribution was comparable between the two groups, we found that both age and ethnicity were significantly different between the online and in-person groups. The difference in age was expected, as the university campus where we surveyed is mainly comprised of college-aged students (typically 18-22 years old). However, we had not expected the difference in ethnicity, as our surveyed university is listed as one of the top in diversity in the country (we found that this was due to a higher-than-expected number of Asian students participating in the study on-campus, which we cannot explain as this was not typical of other surveys we have conducted on our campus).

5.4 Findings
Data from the two survey sources were combined and analyzed together using SPSS. Our 364 valid responses were composed of 35.7% females and 64.3% males, with ages ranging from 18 to 71 years old (mean=28.44, stdev=10). The ethnicity distribution is: White (42.6%), Asian (34.1%), African American (9.9%), Hispanic (8%), and other (5.4%).

For the Learner Autonomy Scale, we first conducted factor analysis using PCA with Varimax rotation, since we assume that the factors are not correlated. The factors converged in two iterations. We identified two factors that both have high internal consistencies. Referring to the Learner Autonomy scale developed by Macaskill & Taylor (2010), we named the two factors Independence of Learning, which reflects all core components of autonomous learning, and Time Management, which reflects issues of managing learning time. The factor loadings and scale reliability
score are shown in Table 5.1. Throughout the study, we refer to these two factors as subscales.

Table 5.1 Factor Loadings and Reliability Scores

<table>
<thead>
<tr>
<th>Items</th>
<th>Independence of learning</th>
<th>Time Management</th>
</tr>
</thead>
<tbody>
<tr>
<td>I determine my own learning goals</td>
<td>0.74</td>
<td>-</td>
</tr>
<tr>
<td>I am open to new ways of doing familiar things</td>
<td>0.73</td>
<td>-</td>
</tr>
<tr>
<td>I control my own learning process</td>
<td>0.76</td>
<td>-</td>
</tr>
<tr>
<td>I enjoy finding information about new topics on my own</td>
<td>0.78</td>
<td>-</td>
</tr>
<tr>
<td>Even when tasks are difficult, I try to stick with them</td>
<td>0.67</td>
<td>-</td>
</tr>
<tr>
<td>I take responsibility for my learning experiences</td>
<td>0.68</td>
<td>-</td>
</tr>
<tr>
<td>My time management is good</td>
<td>-</td>
<td>0.82</td>
</tr>
<tr>
<td>I plan my time for study effectively</td>
<td>-</td>
<td>0.80</td>
</tr>
</tbody>
</table>

**Internal consistency**

Cronbach’s Alpha (Total scale=0.848) 0.842 0.855

The scores for both subscales were calculated by averaging the individual score of the items loaded on them. The resulting mean scores are 3.98 for Independence of Learning (median = 4.00), and 3.50 for Time Management (median = 3.50). The result indicates that CS learners have an overall medium to high level of learner autonomy.

To understand what factors may affect learners’ autonomy level, we conducted a series of tests. When comparing means, the learner autonomy scores of gender and ethnicity were not significantly different for both subscales. Using age and years of experience as independent variable to check the relationship with dependent variable, the autonomy level, we conducted linear regression and found that age and years of experience in learning computer science have significant (p <0.05), positive, but very weak relationship with both subscales. The $R^2$ and p-values are shown in Table 5.2.

We asked participants to self-report their experience level in computer science on a four-level scale: beginner, intermediate, advanced, and professional. Since there are four groups, we used a one-way ANOVA test, with the result indicating that there was at least one group that has a significantly different autonomous mean score than
Table 5.2 The $R^2$ and p-values Between Age, Years of Experience, and Subscales

<table>
<thead>
<tr>
<th></th>
<th>Independence of learning</th>
<th>Time Management</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>$R^2$</td>
<td>p-value</td>
</tr>
<tr>
<td>Age</td>
<td>0.013</td>
<td>0.032</td>
</tr>
<tr>
<td>Years of Experience</td>
<td>0.043</td>
<td>&lt;0.001</td>
</tr>
</tbody>
</table>

other groups. Since the four level groups meet the assumption of homogeneity of variances, we used Turkey’s HSD to conduct a Post-Hoc test. The results indicate that learners in the self-identified advanced and professional levels have significantly higher means than beginner and intermediate level for both subscales, which means that experience level has a positive relationship with autonomy level. The means for each group and the significant level are shown in Table 5.3.

Table 5.3 Significant Differences Between Experience Level for Each Subscale

<table>
<thead>
<tr>
<th>Learner autonomy scales</th>
<th>Group (mean)</th>
<th>Group in comparison (mean)</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Independence of Learning</td>
<td>Beginner (3.83)</td>
<td>Professional (4.28)</td>
<td>0.002</td>
</tr>
<tr>
<td></td>
<td>Intermediate (3.97)</td>
<td></td>
<td>0.048</td>
</tr>
<tr>
<td>Time Management</td>
<td>Beginner (3.25)</td>
<td>Advanced (3.8)</td>
<td>0.002</td>
</tr>
<tr>
<td></td>
<td>Intermediate (3.38)</td>
<td></td>
<td>0.018</td>
</tr>
<tr>
<td></td>
<td>Beginner (3.25)</td>
<td>Professional (3.88)</td>
<td>0.004</td>
</tr>
<tr>
<td></td>
<td>Intermediate (3.38)</td>
<td></td>
<td>0.026</td>
</tr>
</tbody>
</table>

To analyze whether autonomy level has relationship with system preference, we conducted linear regression for each subscale with each individual design. The results indicate that autonomy level has very weak relationship with system preference. Table 5.4 shows the $R^2$ and p-value for the regression analysis between autonomy level and system preference. To further analyze the system preference, we calculated the mean score for each individual design. We found that all of the five autonomy supportive system designs win higher score than the three non-supportive system designs. The mean scores for each system design scenarios are shown in Table 5.5. The results indicate that CS learners prefer to use an autonomy supportive educational system to learn.
### Table 5.4 $R^2$ and p-values for the Regression Analysis Between Autonomy Level and System Preference

<table>
<thead>
<tr>
<th>Supportive</th>
<th>Independence of learning</th>
<th>Time Management</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>$R^2$</td>
<td>p-value</td>
</tr>
<tr>
<td>For each new term in the course material, the system will provide you with links to explore the term.</td>
<td>0.226</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>You have a study log to manage your study progress, including your course list, material list and error logs. So that you can reflect on your learning whenever you want.</td>
<td>0.085</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>The system allows you to set up your goals at first and recommends courses that can help you achieve your goals. You have the freedom to choose the course portfolio to accomplish your goals.</td>
<td>0.164</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of the practice is optional, so you have the option to skip them if you prefer.</td>
<td>0.073</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are unlocked, so you can learn from any section in any order that you want.</td>
<td>0.114</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>Non-supportive</td>
<td></td>
<td></td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of these are mandatory, and you have to correctly finish each of them to proceed.</td>
<td>0.036</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are locked, you can only go on to the next section by finishing the current one.</td>
<td>0.011</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>For each practice, the system only has one correct solution. You will have to produce the exact same answer to proceed.</td>
<td>0.014</td>
<td>&lt;0.001</td>
</tr>
</tbody>
</table>
### Table 5.5 Mean Scores for Each System Design Scenario

<table>
<thead>
<tr>
<th>Scenario</th>
<th>Mean</th>
<th>Std.</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Supportive</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>For each new term in the course material, the system will provide you with links to explore the term.</td>
<td>4.18</td>
<td>0.80</td>
</tr>
<tr>
<td>You have a study log to manage your study progress, including your course list, material list and error logs. So that you can reflect on your learning whenever you want.</td>
<td>4.07</td>
<td>0.91</td>
</tr>
<tr>
<td>The system allows you to set up your goals at first and recommends courses that can help you achieve your goals. You have the freedom to choose the course portfolio to accomplish your goals.</td>
<td>4.04</td>
<td>0.97</td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of the practice is optional, so you have the option to skip them if you prefer.</td>
<td>3.97</td>
<td>1.04</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are unlocked, so you can learn from any section in any order that you want.</td>
<td>3.82</td>
<td>1.04</td>
</tr>
<tr>
<td><strong>Non-supportive</strong></td>
<td></td>
<td></td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of these are mandatory, and you have to correctly finish each of them to proceed.</td>
<td>3.59</td>
<td>1.04</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are locked, you can only go on to the next section by finishing the current one.</td>
<td>3.06</td>
<td>1.22</td>
</tr>
<tr>
<td>For each practice, the system only has one correct solution. You will have to produce the exact same answer to proceed.</td>
<td>2.91</td>
<td>1.19</td>
</tr>
</tbody>
</table>
To compare system preference of learners with different autonomy level, we grouped them as learners with lower level of autonomy (autonomy score less than 3.0 with a total of 5.0), and learners with higher level of autonomy (autonomy score equal to or higher than 3.0 with a total of 5.0). We ran independent sample t-test for each system design scenario, the results indicate that learners with higher autonomy had significantly higher preference for autonomy-supportive system design, while in non-supportive designs, no significant results were found. The results are summarized in Table 5.6.

5.5 Discussion

To summarize our findings, we found that: 1) CS learners have an overall medium to high level of learner autonomy, 2) Experienced CS learners tend to have higher learner autonomy than beginners, 3) CS learners prefer using autonomy supportive systems when learning, and that 4) learners with higher autonomy would prefer autonomy-supportive system more than those with lower autonomy.

Our findings have implications for both computer science educators and educational system designers. Since CS learners have overall medium to high level of autonomy, educators could adjust their instructional techniques to better support learner’s autonomy: 1) Respect students’ goals. The very first core component of learner autonomy is that learners can set their own goals [87], so we suggest that in a classroom setting, the course goals should reflect the students’ goals. Instead of setting the goals for the whole class, teachers can act in the role that assist the students in setting and achieving their own goals for the course. 2) Encourage students to reflect and access their own learning. Autonomous learners constantly evaluate their own learning. Teachers should provide opportunities for their students to participate in the evaluation process by encouraging them to discuss their problem-solving process frequently in class. 3) Allow freedom for students on course activities. Learning
### Table 5.6 Comparison of System Preference Between Learners with Higher Autonomy and Lower Autonomy

<table>
<thead>
<tr>
<th>Supportive</th>
<th>Lower Autonomy</th>
<th>Higher Autonomy</th>
<th>p-value</th>
</tr>
</thead>
<tbody>
<tr>
<td>For each new term in the course material, the system will provide you with links to explore the term.</td>
<td>3.65</td>
<td>4.27</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>You have a study log to manage your study progress, including your course list, material list and error logs. So that you can reflect on your learning whenever you want.</td>
<td>3.73</td>
<td>4.12</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>The system allows you to set up your goals at first and recommends courses that can help you achieve your goals. You have the freedom to choose the course portfolio to accomplish your goals.</td>
<td>3.69</td>
<td>4.09</td>
<td>0.001</td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of the practice is optional, so you have the option to skip them if you prefer.</td>
<td>3.55</td>
<td>4.04</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are unlocked, so you can learn from any section in any order that you want.</td>
<td>3.25</td>
<td>3.92</td>
<td>&lt;0.001</td>
</tr>
<tr>
<td>Non-supportive</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>At the end of each section, you will be given practice problems/tasks. All of these are mandatory, and you have to correctly finish each of them to proceed.</td>
<td>3.27</td>
<td>3.64</td>
<td>0.049</td>
</tr>
<tr>
<td>In the curriculum, all of the sections are locked, you can only go on to the next section by finishing the current one.</td>
<td>2.65</td>
<td>3.13</td>
<td>0.97</td>
</tr>
<tr>
<td>For each practice, the system only has one correct solution. You will have to produce the exact same answer to proceed.</td>
<td>2.55</td>
<td>2.96</td>
<td>0.472</td>
</tr>
</tbody>
</table>
activities are often associated with learning goals. If the autonomous learners have clear goals, they will be able to select the proper learning activities for themselves (with guidance from teachers). In the classroom, instead of assigning the same practice to the whole class, teachers can provide alternative practices for students to choose from, or they can allow students to create their own projects.

While CS learners have an overall medium to high level of autonomy, we also found that beginners are less autonomous than more experienced learners. According to Heloc [87], autonomous learning is not only learning a certain knowledge or skill, but also about learning how to learn. Therefore, beginners, in their first stage of learning computer science, can be trained or encouraged to be better autonomous learners. Teachers, instead of focusing only on course materials, can also teach the process of learning computer science: 1) Train students to set goals step-by-step. Autonomous learners know how to set goals. For beginners, they often have general goals such as “I will learn this programming language,” but they might get confused about where to start. Once they are familiar with the learning process, they will better understand how to break down the goals into smaller ones such as “I will learn syntax first” and “I will learn logic next.” 2) Train them to select resources. Once goals have been set, autonomous learners will collect and screen the resources to accomplish their goals. Beginners can be trained to select the resources for their learning goals, they should also be trained that when they have problems, where can find resources to solve them. 3) Train them for self-evaluation. To take full ownership of the learning process, learners should be able to self-evaluate their learning without much help from others. Beginners should be trained the evaluation criteria for computer science subjects and be encouraged by teachers to conduct self-evaluation.

Since we found that CS learners tend to prefer using autonomy supportive system to learn, we suggest some ideas for designing an autonomy supportive system for educational system designers: 1) Respect learners’ goal(s). The goal of courses
should be specified in the course description. Learners who come with specific learning goals can input these goals (or a subset of goals) into a course selection search system, which could then recommend courses accordingly. 2) Be resourceful. According to Candy [34], autonomous learners are motivated and curious. An autonomy supportive system should satisfy learners’ curiosity. We suggest that for each new term or learning objective in the course material, the system provide links that learners can use to further explore the concept(s). This feature had the highest preference in our system design scenario survey. 3) Allow maximum freedom. Some instructional systems require mandatory pathways for learners. For example, sections are locked, and learners can proceed only by completing sections one-by-one, even if the material is already familiar/known to the learner. For autonomous learners, systems should allow maximum freedom for them to choose sections, practice, and allow some flexibility for evaluation criterion.

For the results that learners with higher autonomy would prefer autonomy-supportive system more than those with lower autonomy, it has implications for system designers to deign online educational tools that address the needs of highly autonomous learners.

5.6 Limitations

Our work has limitations which we plan to address in future work. First, the criteria we used to determine participants’ experience level was from a self-reported scale from beginner to professional. However, participants may have different criterion for these selections and therefore may have led to inconsistencies in our user groupings. For future work, we can use more objective measures such as quizzes to test the skill level of participants as an alternative measure to experience. We could use this measure to reexamine if it has relationship with autonomy level. Second, for the system design scenarios, we asked participants to rate system features on a usefulness scale based
on descriptions. Although these scenarios and descriptions came from real, existing resources that the participants may be familiar with, having participants actually try/interact with these features before rating them may yield different response and results. For future studies we can put the described designs into a usable system that participants can actually interact with before rating them. Finally, besides using the preference scale, we may be able to get a richer account of participants’ views of specific features through qualitative methods such as think-aloud or interviews.

5.7 Summary
This chapter investigated learner autonomy in the context of computing education. We surveyed 364 computer science learners to gain insight into their autonomy levels and autonomy-supportive system preferences. Our results indicate that: 1) CS learners have an overall medium to high levels of learner autonomy, 2) Experienced CS learners tend to have higher learner autonomy than beginners, 3) CS learners prefer using autonomy-supportive systems to learn, and 4) learners with higher autonomy would prefer autonomy-supportive system more than those with lower autonomy. These results better inform CS educators how to adapt their teaching and teaching tools to better train and support autonomous learning, and learning system designers to design autonomy supportive system for learners.
CHAPTER 6
REDESIGNING AUTONOMY FEATURES OF ICTS THAT TARGET AT LEARNERS' DIFFERENT AUTONOMY LEVELS

6.1 Introduction

As we discussed in previous chapters, there are still many open questions about ICT based MOOCs. For example, who are the users and how do they perceive these systems? Some studies have investigated the positive relationship between interactive learning and learner’s motivation [35, 98, 189]. However, there are limited studies that look at different types of learners and how they interact with these systems. Knowing these is important, because our goal is to redesign the features of ICT based MOOC to make it more general inclusive to the learners, which means that we need to consider the different needs of different types of learners, in order to improve their learning experience.

In our past studies, Study 1 (Chapter 3) explored the learners of ICT based MOOCs [160], and found that not only beginners use it for introductory programming courses; experienced learners also use it to refresh skills or learn a new language. In Study 2 (Chapter 4), in-depth interviews were conducted with 20 programming learners with various experience levels [163]. This study revealed a pattern where experienced learners showed more control over their learning process, and that they were selective on ICT based MOOCs that could allow them to control their own learning. On the contrary, less experienced learners showed more anxiety when learning, and required scaffolding instruction from an instructor, either a computer tutor or a human teacher. This pattern can be partly explained by learner autonomy theory [87]. Experienced learners showed higher level of autonomy than beginners, and therefore, prefer more control over their learning. This implies a design feature
that should be considered for ICT based MOOCs: they should account for learners
with different autonomy levels.

To generalize this finding from the qualitative study, Study 3 (Chapter 5) was
conducted, which was a quantitative study to explore CS learners’ autonomy and
their preference for autonomous feature on ICT based MOOCs [161]. In this study,
we found that CS learners overall tend to have medium to high level of autonomy, and
that learners with higher autonomy report preferring autonomy-supportive system
more than those their lower autonomy counterparts.

Considering these past results and the role learner autonomy plays in developing
lifelong learning, we believe that it is important to address the needs of CS learners
with different levels of learner autonomy. In order to test how an autonomy-supportive
feature might affect learners (based primarily their level of learning autonomy), we
implemented a level-jumping feature into an online educational programming game
(see Figure 6.1). This is in contrast to most online learning curriculums and MOOCs
that we have encountered, which are often locked to a specific sequence where later
parts of the course are inaccessible until earlier parts are completed. We tested the
game with this new level jumping feature with 350 new users, tracking their progress
through the game for one week (7 days) each, spanning a total of 1.5 months. The
results indicate that learners with higher autonomy use this feature more than their
lower autonomy counterparts.

6.2 Related Work
In the research for lifelong learning, the three terms: Learner Autonomy (LA),
Self-directed Learning (SDL) and Self-regulated Learning (SRL) are often been used
interchangeably, as they share a lot in common. By definition, all of the three terms
point out that learners take active part in their learning process [86, 87, 192]. However,
these three terms differ in some dimensions.
For example, autonomy can be seen as a design feature of the learning environment [102], in contrast, “the extent to which self-regulation resides in the person or in the activity of the person underlies considerable conceptual divergence in the literature on self-regulation” [121].

For LA and SDL, SDL can be viewed as a manifestation of learner autonomy in the sense that learners take responsibilities for all the decisions related to their learning [56]. While LA is described as an ability to control one’s own learning, it is also seen either (or both) as a means or as an end in education [87]. SDL can be the best method to develop LA and that is demonstrated by some research in different context [3, 4, 58, 71]. LA informs a significant measure of independence from the control of the environment or learners’ degree of freedom [71, 88], and it can be seen as a design feature of the learning environment [102]. Therefore, it is more suitable to be used in the context of this study.
However, it is not our goal in this research to discuss the difference among the three terms. Although they share commons and differ in dimensions, the research on supporting SDL and SRL also has meaning for the design of learning environment that encompass autonomous features. For this reason, in the following related work discussion, besides the research for LA, we will also discuss the work for supporting SDL and SRL.

### 6.2.1 Supporting autonomy in traditional pedagogy

As early as the emergence of the concept of learner autonomy, researchers have been discussing the models and ways to promote and support learner autonomy from teacher’s perspective in a traditional pedagogy.

For example, Vygotsky [178] emphasized the social-interactive dimensions of the learning process. In this model, the teacher’s role is to create and maintain a learning environment in which learners can be autonomous in order to become more autonomous. Thanasoulas [172] considered an autonomous learner to be someone who is aware of, and identifying, his/her strategies, needs, and goals as a learner, and having the opportunity to reconsider approaches and procedures for optimal learning. During this process, a teacher’s role cannot be neglected. There has to be a teacher who will adapt resources, materials, and methods to the learners’ needs and even abandon all this if necessary.

Mariani [120] proposed a challenge-support model for teachers to produce their own individual and unique teaching style. In this model, low challenge with low support would discourage autonomous learners in a way that is the same as high challenge with low support would do to non-autonomous learners. And that is the teacher’s job to find the balance between the challenge and the support.

Besides the teacher’s role, Najeeb [134] emphasized the importance of learning environment. She proposed that the learning environment should be comfortable
enough for learners to feel encouraged, so that they are more willing to experiment with various learning strategies and not be afraid to ask questions and assistance. Similarly, other studies also discussed that an autonomy-supportive environment can facilitate learners’ preference for more difficult tasks, active engagement, and perceived competence [44, 153].

As for curriculum design, researchers also explored ways to promote autonomy. For example, Cotterall [45] proposed five principles to design an autonomy supportive curriculum, which include: 1) the course reflects learners’ goals, 2) tasks are explicitly linked to a simplified model of learning process, 3) task reflects real-world scenarios, 4) discussion and practice should facilitate task performance, 5) the course promotes reflection on learning.

Empirical studies have explored the effects of autonomy-supportive teaching on learning outcomes and motivation. Furtak & Kunter [66] conducted a 2 x 2 factorial design experiment, and they found that learners in a low autonomy-supportive condition learned significantly more, perceived more choice, and rated instruction as more positive than did students in a high autonomy-supportive condition. However, this experiment has been carried out in a traditional classroom, the research question that effects of autonomy supportive environment on learning outcome and motivation has not been explored in an online learning environment.

Some studies explored the barriers of promoting autonomy between teacher and students. For example, a recent qualitative study conducted by Basri [19] found that mismatch between teacher and learner expectations, spoon-feeding tendencies of teachers, limited teacher autonomy and large classes are the main barriers. However, the barrier of promoting autonomy between ICT and learners has not been investigated.
6.2.2 Supporting autonomy in online environment

Self-Determination Theory (SDT) argues that humans have a natural need for control, or autonomy. SDT asserts that the need for autonomy is one of the three basic psychological needs (i.e., autonomy, competence, and relatedness) humans have for the sake of thriving in life [51, 153].

In the same era as Ryan & Deci [51, 153], Goodyear [75] discussed the ways to develop educational technology that support learner autonomy or learner-managed learning. He proposed that autonomous learners have strong influence on the educational technology design, since they can reject the technologies that do not meet their needs, therefore, educational technology should be designed toward learner-centered.

On the contrary, there are debates that argue that the freedom to choose between a lot of choices may overload, distract or even disorientate learners [38, 67, 77, 92, 156]. For novices and learners with less prior knowledge and lower self-regulatory skills, studies have found that it is hardly for them to choose materials and information that best fulfill their needs [38, 90, 156].

Therefore, balancing the control between the systems and the learners becomes a question for researchers and designers who are pursuing the design for autonomy supportive systems.

Fischer & Scharff [63] contrasted three types of computational approaches to self-directed learning, including: 1) Intelligent tutoring systems [184], which represent a teacher- or system-driven approach; 2) Interactive learning systems [142], which represents a learner-drive approach; 3) Domain-oriented design environments, which are intermediate between the other two approaches by providing a more distributed approach to interact with domain problems. In their work, they held the opinion that, to support self-directed learning, the learning environment should allow learners to
work on real problems and tasks of their own choice, and yet still provide them with learning support contextualized to their chosen problems [64].

Gorrissen et al. [76] examined learning outcome and learners’ motivation in three different hypermedia environments, which include autonomous-supportive, learner-controlled and system-controlled. The results indicated that providing learners with autonomy-supportive learning system had some beneficial effects compared to system-controlled and learner-controlled learning environments.

Throughout the literature review, we can summarize that much work has been done to discuss how to promote autonomy supportive learning environment to facilitate lifelong learning. However, with the development of educational technology, it attracts and supports a broader learner population, among which, there is a group of learners who are considered non-autonomous learners, or learners with lower level of autonomy. Their needs for an educational technology has not been addressed adequately by researchers.

Based on the literature review and our prior studies, we want to know how learners with different autonomy level would act differently for a same feature. Therefore, the research question for this study is: How does the autonomy-supportive feature of skipping to any part of the curriculum affect learners (based primarily on their level of learning autonomy)?

6.3 Methodology

6.3.1 The Gidget educational game

We modified our free introductory coding game, Gidget (www.helpgidget.org), for this study. Gidget has a total of 37 core levels in its curriculum, where each level teaches a new programming concept (e.g., variable assignment, conditionals, loops, functions, objects) using a Python-like, imperative language [106, 111]. The objective of each level is to fix existing code to help the game’s protagonist pass 1–4 test cases (i.e., statements that evaluate to true) after running the code. Each level introduces at
least one new programming concept, becoming progressively difficult in subsequent levels. Therefore, users are exposed to more programming concepts the farther they progress through the game. Finally, the game also includes a set of help features to help players overcome obstacles while coding on their own [105, 111]. This includes a frustration detector that provides encouraging hints/messages to those that are struggling with a level [107], and also auto-generates additional levels covering the same concept(s) to provide additional practice [106].

Normally, the game follows a specific order of levels (i.e., curriculum), building on content from previous levels. While the user interface shows the sequence/map of all core levels in the game (and indicating the players’ current level; see top of Figure 6.1), it only allows the player to jump back to any previously completed level (at any time during game play). Players can also jump forward to the last level they have reached sequentially, but no further. All levels are visualized on the map as circles, with completed levels shown as solid circles, incomplete levels shown as hollow circles, and incomplete exam levels (explained in [111]) shown as hollow circles with a check mark. Finally, the currently loaded level is indicated with the Gidget character (see Figure 6.2). Hovering the mouse cursor over an incomplete level does not show any visual change, and clicking on an incomplete level does not do anything.

For this study, we modified the level-selection interface to allow players to jump to any level in the game, regardless of level completion status. Placing the mouse cursor on any other level grays out the current level’s Gidget character and places a solid Gidget character that slowly rocks back-and-forth on that level marker. Clicking on the rocking character immediately jumps the player to that level. In addition, to keep the overall experience consistent across all users of this study, we disabled the game’s auto-generated extra levels (as described in [106]). This was to prevent cases where someone might jump to a difficult level, trigger the frustration detector, then offered multiple additional practice levels covering the same concept(s). Finally, we
specifically pointed out this level-jumping feature in the game’s introductory on-boarding tutorial (which all players see the first time they load the game), explaining the user interface, interaction method, and the level-jumping feature.

Figure 6.2 Closeup of the level selection map.

6.3.2 Participant recruitment

Our goal was to observe if and how players would use the level-jumping features within the game. We evaluated our system with a group of 350 new users of the game. The sign-up screen asked users for their age, gender, e-mail address, a checkbox indicating whether they have prior programming experience, and a checkbox (with link to consent form) asking if they were willing to participate in a research experiment.

We intentionally did not define “programming” or “programming experience” as we determined in past studies [161, 162] that using a specific definition could potentially confuse or discourage participants who might consequently miscategorize themselves or self-select out of participation even though they meet our eligibility criteria.

Mirroring a previous study [161], we asked those who indicated that they had prior programming experience an additional question: how they would rate their programming experience level on a four-level scale (beginner, intermediate, advanced, and professional). We used this measure to assign each player a learner autonomy group, which includes 1 (low learner autonomy) for beginners and intermediate levels, and 2 (high learner autonomy) for advanced and professional levels based on our prior work [161], which showed that this measure was significantly correlated with learner autonomy. This prior study combined subsets of the Learner Autonomy Scale created by Macaskill and Taylor [117] and the E-learning Autonomy Scale developed
by Firat [62], and demonstrated that higher self-rating in programming experience has a positive relationship with autonomy level.

For this study, we only selected users that indicated they were 18+ years and willing to participate in a research experiment. Adapting the methodology from our prior studies [106, 107], we set the observation time to 7 days (168 hours) per user to have a consistent evaluation window for all users. To promote quick account creation, we did not collect other demographic information such as ethnicity, geographical location, or education level. Participants were required to read and digitally sign an online consent form that briefly described the study. We were intentionally vague in our description of the level-jumping feature, stating that we were "testing new navigational features" to minimize potential leading or biasing of participants to pay attention more to that specific part of the interface. However, we debriefed all participants of the study procedures 7 days after the end of their individual observation window, by e-mail.

6.4 Findings

We report on our quantitative results comparing our participants’ outcomes—split by demographic and experience features—using nonparametric Wilcoxon rank sums tests, kruskal wallis test, or simple linear regression, with a confidence of $\alpha = 0.05$, as our data were not normally distributed. For all post-hoc analyses regarding gender data, we use the Bonferroni correction for three comparisons: $(\alpha = 0.05/3 = 0.0167)$.

The study included 350 participants (aged 18–58; median 20). As a whole, our participants were composed of 180 females (51.4%), 161 males (46%), and 9 “not listed” or “decline to state” (2.6%). In addition, 255 (72.9%) indicated their experience level as beginner or intermediate, and 95 (27.1%) indicated their experience level as advanced or professional. We operationalized our key dependent variables, engagement and jumping, as the number of levels completed and the number of times
the jumping feature was used, respectively. In this study, jumping is defined as a click on the level selection map (see Figure 6.2) that results in loading another level (regardless of its completion status). For example, a player on Level 6 clicking on Level 6 would not count as a jump (since another level is not loaded). However, a player on Level 1 clicking on Level 30, then on Level 1, would count as 2 jumps.

6.4.1 High learner autonomy players use the jumping feature more

We found that all learners used the level jumping feature at least 2 times, regardless of having low learner autonomy (range 2-17; median 3) or high learner autonomy (range 2-38; median 8). Looking at the data more closely, we found that there was a significant difference in the number of levels participants completed by autonomy level ($W = 34722, Z = 12.370, p < .05$), with the high autonomy learners using the feature more than their counterparts.

We believe that all learners jumped at least two times because this feature was specifically mentioned in the on-boarding game tutorial, and at the minimum, someone using the feature to jump forward (first jump), would need to jump back to their original level (second jump). Next, our finding that high autonomy learners use the jumping feature more often than their low autonomy counterparts verifies our hypothesis (based on our previous work in [161]) that those with more experience (and therefore higher learner autonomy) would use and benefit from this jumping feature. Unlike low autonomy (inexperienced) learners, who do not necessarily know much about the topic and therefore would be better served learning programming concepts in a sequenced curriculum, the goal of high autonomy (experienced) learners may be to review or improve on their existing programming skills, refresh their knowledge for concepts, and/or to look for programming resources. Therefore, they may be more likely to use the jumping feature to browse through the different parts of the curriculum quickly, being more in control of their learning.
6.4.2 Males use the jumping feature more

We found a significant difference in usage of the jumping feature by gender ($\chi^2(2, N=350)=17.226, p < .05$). Doing post-hoc analysis with the Bonferroni correction, we found that males used the jumping feature significantly more overall than their female counterparts ($W=42.307,Z=4.109, p < .05/3$). This result was independent of low learner autonomy ($\chi^2(2, N=255)=6.1464, p < .05$) or high learner autonomy ($\chi^2(2, N=95)=6.1583, p < .05$) in programming.

This result was not too surprising, as prior research [31] has shown that compared to females, males are statistically more likely to use selective information styles (following the first promising information, then potentially backtracking) [126], have lower risk aversion (be less wary of consequences) [57], and more willing to tinker (playfully experiment) [20]. Based on this, we believe that our male players were more likely to use the jumping feature simply because it was available in the interface (and also mentioned in the tutorial).

6.4.3 Low autonomy (female) learners complete more levels

Next, we explored if there was a difference in the number of levels participants completed. This is not a completely fair comparison, as everyone may have encountered levels in a different sequence (with later levels being considerably more difficulty than earlier levels) because of the jumping feature.

We found that low autonomy learners completed significantly more levels compared to their high autonomy counterparts ($W = 15002.5, Z = −1.987, p < .05$). Further analysis revealed that there was a significant different in the number of levels completed by gender within the low autonomy group ($\chi^2(2, N=255)=43.3806, p < .05$). A post-hoc analysis with the Bonferroni correction showed that the low autonomy group females completed significantly more levels compared to their male counterparts ($W=-61.579,Z=−6.655,p < .05/3$). We calculated a simple linear
regression to predict level completion based on jumping behavior. Within the low autonomy group, we found a positive relationship between these variables ($F(1, 253) = 255.290, p < .05), R^2 = .502$). Examining this more closely, we found that this effect was strongest with females, where females in the low autonomy group who jumped more often completed more levels ($F(1, 144) = 206.433, p < .05), R^2 = .589$).

This result supports our hypothesis discussed in Section 6.4.1. The goal of high autonomy (experienced) learners may be to review or improve on their existing programming skills, and/or to look for programming resources. If high autonomy learners were using the level jumping feature primarily to explore what programming concepts the game curriculum covered, it would explain why they did not necessarily stay to solve/complete those levels. On the other hand, a low autonomy (inexperienced) learner’s aim in playing a programming game is more likely to learn new things, and most or all of the programming concepts would be new to them. Therefore, whether or not they jump through the curriculum, less experienced learners have more incentive to complete levels. Perhaps those low autonomy learners that jump around the levels have a better idea of what is coming next (and also gain additional insights from the broken, starting code each level provides), and therefore more successful in completing levels. Most surprisingly, although our female participants were most likely not to use the jumping feature, those that did went on to be the individuals that completed most (or all) of the game levels. Females who did decide to use the jumping feature may have jumped back and forth between levels as a comprehensive information processing problem-solving strategy [31, 126], where they used the jumping feature to preview what was coming up, thereby gathering fairly complete information about the entire system before proceeding.
6.5 Discussion

Our findings show that both high and low autonomy learners (particularly males), used the level-jumping feature, with the former using this feature significantly more than the latter. We also found that high autonomy learners tend not to complete the levels they jump to, and that they complete significantly fewer levels overall compared to their low autonomy counterparts. We also found that the few low autonomy female learners who used the jumping feature readily, also ended up completing more levels than any other group.

These results support our findings discussed in Chapter 3, Chapter 4, and Chapter 5, in which we found that learners with different autonomy levels have different needs when using ICTs to learn. Higher autonomy learners may have the goal to refresh skills efficiently, and therefore they tend to prefer the system to allow them jumping freely, while their counterparts have the goal to learn new things concretely, so they would complete more levels.

In this study, higher autonomy learners used jumping feature more, while lower autonomy learners completed more levels, which means that satisfying the need of the former does not necessarily dissatisfy the latter. Therefore, designers for online resources teaching programming may benefit from allowing all users to skip around and explore the curriculum, instead of locking them into a specific sequence.

They may also do well in encouraging more of their learners (especially females) to use these types of jumping features to have them preview and better prepare for what is coming later in the curriculum.

6.6 Limitations and Future Work

We have several limitations to our study. We recruited participants who opted into a research study while signing up for an educational game. These participants may
already have high motivation, and therefore may not be completely representative of
the larger population.

Next, we asked participants to self-report their own programming expertise.
Participants may have different criterion for these selections and therefore may have
led to inconsistencies in our user groupings. The groupings themselves may not
account for all the different nuances of experience and/or learner autonomy. For
future work, we could use more objective measures such as quizzes to test the skill
level of participants as an alternative measure to experience.

In addition, in Study 3 (see Chapter 5), we found that CS learners tend to have
medium to high level of learner autonomy, while in this study, the participants skewed
towards low autonomy learners. The reason might be that the tool we used, Gidget, is
a system that teaches free introductory coding concept, which attracts more beginners
than experienced learners. However, attracting more beginners is the current status
for most interactive learning systems (see Section 2.2). For future research, we will
evaluate the use cases for both beginners and experienced learners within the same
system, and choose a system that attracts both learners to conduct further research.

Finally, our study results show that both high autonomy and low autonomy
learners use the level-jumping feature (presumably to preview levels), and that
although low autonomy users are less likely to utilize this feature, those that do are
especially successful in completing more levels (particularly females). Our future work
will examine these outcomes in more detail, and gather complementary qualitative
data, to isolate the factors that are causing these effects.

6.7 Summary
In this chapter, we examined how an autonomous feature (jumping) affects learners
with different autonomy levels. We found that 1) learners with higher autonomy used
the autonomous feature more, and 2) learners with lower autonomy completed more levels. We then discussed the implication of these findings.
CHAPTER 7

DISSERTATION SUMMARY

Learning interactively is fundamental and important for knowledge acquisition and skill development [18], especially for skills like programming, which requires extensive practice and making mistakes [5]. With the large demand for technology workers all around the world, and the lack of programming educators, interactive computer tutor (ICT) based MOOCs become popular alternative or supplement for traditional classroom lectures [171].

However, there is handful research about this kind of system, especially from learner’s perspective. This work started out from understanding the learners of ICTs, and extended to the system redesign that would improve learner’s experience.

7.1 Summary of Key Findings

This research is multidisciplinary, which consists of human computer interaction (HCI) and computing education. The goals of this research are: 1) understanding the learners of ICT based MOOCs, and 2) exploring how to improve learners’ experience with these systems. To reach the goals, we have conducted four studies using mixed methods. Except for the first study, which was an exploratory study, each study was built upon the findings of previous studies.

The first study was a content analysis study (see Chapter 3). The goal was to understand the users (mostly the learners) of Codecademy (a well-known ICT based MOOC that delivers programming courses). We reviewed 218 “Codecademy” related answers on Quora (a well-known Q&A website), and analyzed the textual data using inductive analysis. In this study, results indicated that 1) beginners were the main users, while experienced learners also used it to learn new languages or refresh skills, 2) it was good at delivering skills that can be visualized, such as web development/front
end courses, 3) interactive environment increased the engagement of learners, and 4) learners complained that the courses are not practical. This study uncovered that both beginners and experienced learners used ICTs to learn, but they had different goals. To further explore the difference between beginners and experienced learners, we conducted Study 2.

The second study was an interview study (see Chapter 4), in which we interviewed 20 programming learners about their experience with and preference between ICTs and teachers. Learners’ perceptions for both learning methods were found and discussed, including their likes and dislikes. Some patterns were also found, such as 1) experienced learners had higher autonomy than less experienced ones, and 2) learners with higher autonomy would prefer learning from autonomy supportive system, and vice versa. The implications for both ICT designers and CS educators were discussed, and the patterns we found inspired next study.

In the third study (see Chapter 5), we investigated CS learners’ autonomy using questionnaire built upon the findings from Study 2. It was distributed to 364 CS learners, scaling their autonomy level and system preference. The results indicated that: 1) CS learners had an overall medium to high levels of learner autonomy, 2) Experienced CS learners tended to have higher learner autonomy than beginners, 3) CS learners preferred using autonomy-supportive systems to learn, and 4) learners with higher autonomy would prefer autonomy-supportive system more than those with lower autonomy.

For the fourth study, we implemented an autonomous feature within an ICT based debugging game. The effect of this feature on learners with different levels of autonomy was examined. We found that: 1) learners with higher autonomy used the autonomous feature more, and 2) learners with lower autonomy completed more levels.
7.2 Design Implications

Educational technology should be designed toward learner-centered because learners can reject the technologies that do not meet their needs [75]. Researchers have been exploring ways to design for learners, and most of their work focused on increasing engagement and improving learning outcome (see Chapter 2). This work provides another unique view to design a learner-centered ICT, which is designing for learners with different autonomy.

Based on what we have done, we know that learners had complaints for current systems that do not give them freedom to learn, and that autonomous feature can affect both high and low autonomy learners in a positive way, satisfying autonomous learners will not necessarily dissatisfy non-autonomous learners. In addition, since non-autonomous learners will become autonomous learners eventually, when they become experienced learners (see Chapter 5), we can infer that all learners will need a certain level of autonomy within an ICT some time in their learning process.

The design implication for ICTs is that the system can add more autonomous features to serve learners with different autonomy. Although, the degree to which the system should provide the autonomy worth discussion, we will discuss that in the section of future work (see Section 7.4).

7.3 Contribution

The contributions of this dissertation are:

1. Among the first to explore ICT based MOOCs from the learners’ perspective;
2. Providing a unique view to classify programming learners, which is from the level of learn autonomy;
3. Identifying autonomous needs of different programming learners;
4. Applying different autonomous settings to improve learners’ learning experience;
5. Contributing to the field of human-computer interaction, computing education and learning science that would be useful to users, researchers, and designers of interactive learning systems for programming education.
7.4 Future Work

While the research questions for this dissertation have been answered, the results from our studies opens up a wide possibility of extended work for the future.

First, we tested the jumping feature in Study 4, and got some objective data such as the number of clicks and the number of completed level. The results were consistent with our previous findings, which are that high autonomy learners used this feature more and low autonomy learners completed more levels. For future work, we can get the learners’ ratings of perceived usefulness and perceived ease of use to find out their subjective views about this feature. And furthermore, in-depth interviews or focus group can be done to understand the reasons behind the frequent use.

Second, learning outcome is always an indicator for a good learning system. The reason that we did not use this indicator in this dissertation is because learning outcome is not necessarily associated with learner’s satisfaction, since learners had different goals when using ICTs to learn (see Chapter 3, and Chapter 4). Although the focus of this dissertation is all about learners, including who they are, why do they use and what do they think, for future work, the learning outcome can be tested together with the perceived usefulness and perceived ease of use. The correlation between these indicators can be checked, and control experiment can be conducted to compare these three indicators between the system with autonomous features and those without.

Third, we tested only one autonomy-related feature in this dissertation. However, according to our results from Study 3 (see Chapter 5), there are additional autonomy-related features that can be tested to observe their effect on different types of users.

Finally, although we found that autonomous feature can satisfy autonomous learners without necessarily dissatisfying non-autonomous learners, in the literature, there are debates that argue that the freedom to choose between a lot of choices
may overload, distract or even disorientate learners [38, 67, 77, 92, 156]. For novices and learners with less prior knowledge and lower self-regulatory skills, studies have found that it is hardly for them to choose materials and information that best fulfill their needs [38, 90, 156]. For future studies, we can put more focus on the learners with less autonomy, and explore their preference(s) between autonomous features and non-autonomous features. The findings will give us ideas and justifications to design more generally inclusive interactive computer tutors to benefit a broader range of learners.
APPENDIX A

INTERVIEW GUIDE FOR STUDY 2

In this appendix, you will see the recruitment ad that was used for recruiting participants, and the interview questions used for the study.

A.1 Recruitment Ad

Hi, My name is Ruiqi Shen and I am a PhD student at Department of Informatics at NJIT. I am currently conducting a research about what are learners’ views about interactive computer-based tutors vs. human tutors, in terms of learning programming skills. An interactive computer-based tutor means a website or an application that you can learn programming interactively, with no or a little involvement of human teachers. This interview will take about 30 mins, I will do the audio recording throughout the interview.

A.2 Behavioral Questions

1) What is your occupation?
2) (If student) What is your major?
3) How long have you been learning programming in general?
4) What programming skills do you have?
5) How did you learn these skills? (online courses or applications? Human tutors? Digital or paperback books?)
6) When you have problems during learning programming skills, what will you do?
7) If you want to learn a new programming skill, what is the first method that comes to your mind? (why is that?)

A.3 Research Related Questions

1) Have you ever used any Computer-based tutors to learn a course or a skill?
a. What skill/course?

b. (If multiple, ask what’s their most frequently used)

2) Could you describe the applications in detail?
   a. How do you learn through this app?

3) What level of that course or skill are you learning from that application?

4) When you did something wrong with the questions. What feedback will you get?
   a. How do you think about these feedback?

5) Have you ever got stuck in one problem and can’t move on?
   a. What will you do in this situation?

6) How did you hear about that application at first time?

7) Why do you think you need this application?

8) How long have you been using that application?

9) Did you complete that course/skill?
   a. (If yes,) By completing that course, did you learn the knowledge and skill that you expected?
   b. (If no,) What reasons caused you to quit?

10) Does the application provide you with all the help that you need?

11) Did you have to go elsewhere to get help?
   a. (If no,) why not?

12) In what ways (if any), do you think this application helped you to learn?
   a. Which features, or functions did you think were helpful for you to learn?

13) Did you experience anything negative when using this application to learn?
   a. (If yes,) could you tell me more about that?
   b. How did you deal with it?

14) In general, do you like this app or not?
   a. (if yes, why) b. (if no, why)

15) To learn the knowledge/skill, have you tried any other methods?
a. (If yes,) could you tell me that method in detail?
   b. (if no, why not?)

16) Do you plan to learn any programming skills recently?
   a. (if no, do you plan to learn any programming skills in the future? )
   b. (if yes, could you tell me more about that skill? (Such as levels, what is it used for etc.))

17) To learn this course/skill, which method do you plan to use (through digital applications, face to face with a teacher, with teachers online, read materials yourself, combination of those methods (what combinations?), or other methods you can think about?)

18) Have you ever learned programming from a teacher or a tutor?
   a. Could you tell me more about this experience?

19) Did your teacher provide you with any feedback on your programming course?
   a. What do you think the difference between feedback from a computer application and your teacher

20) In terms of learning programming, do you prefer to learn from a teacher, or to learn from a computer application
   a. (If teacher, why, why not computer?)
   b. (If computer, why, why not teacher)

21) Did you experience anything negative when learning from a teacher?
   a. (if yes,) could you tell me more about that?

22) Do you like to communicate with your programming teachers?
   a. (if yes,) In what ways do you like to communicate with you teachers?
   b. Why (in that way)?
   c. (If no, why not?)
A.4 Ending Questions

Is there anything that we didn’t cover that you would like to talk about?

Just for the record, would you please tell me your age and race?
APPENDIX B

SURVEY QUESTIONNAIRE USED IN STUDY 3

In this appendix, you will see the survey questionnaire that was used for Study 3.

B.1 Demographics

1) What is your gender?
   Female
   Male
   Prefer not to answer
   Other:

2) What is your age?

3) Please specify your ethnicity
   White
   Hispanic, Latino, or Spanish origin
   Black or African American
   Asian
   American Indian or Alaska Native
   Middle Eastern or North African
   Native Hawaiian or Other Pacific Islander
   Some other race, ethnicity, or origin

4) What is the highest degree or level of school you have completed?
   No schooling completed
   Nursery school to 8th grade
   Some high school, no diploma
   High school graduate, diploma or the equivalent (e.g. GED)
   Some college credit, no degree
5) What is your occupation?

B.2 Expertise in Computer Science

6) How many cumulative years have you learned/used computer science related knowledge/skills?

7) Please specify your level of computer science related knowledge/skills.
   - No experience
   - Beginner
   - Intermediate
   - Advanced
   - Professional

8) What are some of the computer science related knowledge and skills you’ve learned?

B.3 Learner Autonomy Scale

In the following statements, please rate from 1 (Strongly disagree) to 5 (Strongly agree).

9) When I learn computer science: I determine my own learning goals.
    - I am open to new ways of doing familiar things.
    - I control my own learning process.
    - I don’t evaluate my own studies.
    - I enjoy finding information about new topics on my own.
    - Even when tasks are difficult I try to stick with them.
I tend to be motivated to study by assessment deadlines.
I take responsibility for my learning experiences.
My time management is good.
I plan my time for study effectively.
I am happy studying on my own.
I don’t arrange learning environments for myself.
For quality purpose, please select neutral for this line.

B.4 System Scenario Scale

In the following scenarios, please rate from 1 (Completely unhelpful) to 5 (Completely helpful).

In the curriculum, all of the sections are unlocked, so you can learn from any section in any order that you want.

At the end of each section, you will be given practice problems/tasks. All of the practice is optional, so you have the option to skip them if you prefer.

If you get stuck on a practice problem/task, you can ask the system to provide you with the solution immediately instead of providing you with step-by-step hints.

You have a study log to manage your study progress, including your course list, material list and error logs. So that you can reflect on your learning whenever you want.

For each practice, the system only has one correct solution. You will have to produce the exact same answer to proceed.

At the end of each section, you will be given practice problems/tasks. All of these are mandatory, and you have to correctly finish each of them to proceed.

The system allows you to set up your goals at first, and recommends courses that can help you achieve your goals. You have the freedom to choose the course portfolio to accomplish your goals.
For each new term in the course material, the system will provide you with links to explore the term.

In the curriculum, all of the sections are locked, you can only go on to the next section by finishing the current one.

For quality purpose, please select neutral for this line.
In this chapter, you will see a short questionnaire used for Study 4.

C.1 Questions

1. What is your gender?
2. What is your age?
3. Do you have any coding experience? yes/no
4. Please rate your programming experience level. Select from the following scale:
   beginner/intermediate/advanced/professional
5. Are you willing to participate in a research experiment?
   If yes — go to the consent form page If no — go to the game directly
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